**JAVA PROGRAMMING**

**PROGRAM NO 1:**

**AIM:**

**Simple program to create class for adding two numbers.**

**PROGRAM**

import java.io.\*;

class sum

{

public static void main(String args[])throws IOException

{

int s,n,m;

float a,b,c;

InputStreamReader isr=new InputStreamReader(System.in);

BufferedReader br=new BufferedReader(isr);

System.out.println("Enter two numbers:");

n=Integer.parseInt(br.readLine());

m=Integer.parseInt(br.readLine());

s=n+m;

System.out.println("Sum of " +n+" and "+m+" is:"+s);

System.out.println("\nEnter two floating value is:");

a=Float.valueOf(br.readLine());

b=Float.valueOf(br.readLine());

c=a+b;

System.out.println("\nSum of two floating point value is:"+c);

}

}

**OUTPUT**

Enter two numbers:

45

60

Sum of 45 and 60 is:105

Enter two floating value is:

22.56

55.14

Sum of two floating point value is:77.7

**PROGRAM NO 2:**

**AIM:**

**Simple program to create class for finding largest of three numbers.**

**PROGRAM**

import java.io.\*;

import java.util.Scanner;

class sum

{

public static void main(String args[])

{

int a,b,c;

Scanner s=new Scanner(System.in);

System.out.println("Enter the 3 numbers:");

a=s.nextInt();

b=s.nextInt();

c=s.nextInt();

if(a>b)

{

if(a>c)

{

System.out.println("large="+a);

}

else

{

System.out.println("large="+c);

}

}

else

{

if(b>c)

{

System.out.println("large="+b);

}

else

{

System.out.println("large="+c);

}

}

}

}

**OUTPUT**

Enter the 3 numbers:

10 15 26

large=26

**PROGRAM NO 3:**

**AIM:**

**To implement nested and inner class.**

**PROGRAM**

import java.io.\*;

import java.util.Scanner;

class outer

{

int x,y;

outer(int a,int b)

{

x=a;

y=b;

}

void read()

{

inner inr=new inner();

inr.add();

}

class inner

{

int s;

void add()

{

s=x+y;

System.out.println("Sum of two number is:"+s);

}

}

}

class nestedinner

{

public static void main(String args[])throws IOException

{

int a,b;

Scanner sc=new Scanner(System.in);

System.out.println("Enter 2 numbers");

a=sc.nextInt();

b=sc.nextInt();

outer otr=new outer(a,b);

otr.read();

}

}

**OUTPUT**

Enter 2 numbers

10

25

Sum of two number is:35

**PROGRAM NO 4:**

**AIM:**

**To implement string manipulation.**

**PROGRAM**

import java.io.\*;

import java.lang.\*;

class StringManipulation

{

public static void main(String args[]) throws IOException

{

String s1,s2;

BufferedReader ob=new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter first string:");

s1=ob.readLine();

System.out.println("Enter second string:");

s2=ob.readLine();

System.out.println("STRING MANIPULATION OPERATIONS");

System.out.println("---------------------------------------------------------");

System.out.println("First string is: "+s1);

System.out.println("Second string is: "+s2);

System.out.println("After converting first string to uppercase: "+s1.toUpperCase());

System.out.println("After converting second string to lowercase: "+s2.toLowerCase());

char ch=s1.charAt(0);

System.out.println("First string character at position is: "+ch);

if(s1.compareTo(s2)==0)

{

System.out.println(s1+"Equals"+s2+"-> "+s1.equals(s2));

}

else

{

System.out.println(s1+" Not Equals "+s2+"-> "+s1.equals(s2));

}

String s4=s1.concat(s2);

System.out.println("After concatenating s1 and s2: "+s4);

String s3=s1.replace('B','S');

System.out.println("After replacing character 'B' into 'S' in first string is: "+s3);

s1=s1.trim();

System.out.println("After Trim: "+s1);

System.out.println("String Buffer\n----------------");

StringBuffer sb=new StringBuffer(s1);

System.out.println("Buffer: "+sb);

System.out.println("The character at position 1 is: "+sb.charAt(1));

sb.append("best").append("!").toString();

System.out.println("After appending: "+sb);

sb.insert(5,"is");

System.out.println("After inserting: "+sb);

sb.reverse();

System.out.println("After reversing: "+sb);

sb.replace(5,7,"iii");

System.out.println("After Replacing: "+sb);

}

}

**OUTPUT**

Enter first string:

Barun

Enter second string:

Sopthi

STRING MANIPULATION OPERATIONS

--------------------------------------------------------

First string is: Barun

Second string is: Sopthi

After converting first string to uppercase: BARUN

After converting second string to lowercase: sopthi

First string character at position is: B

Barun Not Equals Sopthi-> false

After concatenating s1 and s2: BarunSopthi

After replacing character 'B' into 'S' in first string is: Sarun

After Trim: Barun

String Buffer

----------------

Buffer: Barun

The character at position 1 is: a

After appending: Barunbest!

After inserting: Barunisbest!

After reversing: !tsebsinuraB

After Replacing: !tsebiiinuraB

**PROGRAMNO5**

**AIM:**

**Program to implement commandline arguments.**

**PROGRAM**

//import java.util.Scanner;

import java.io.\*;

class commandline

{

public static void main(String args[])throws IOException

{

int temp,n,sum=0;

n=Integer.parseInt(args[0]);

BufferedReader br= new BufferedReader(new InputStreamReader(System.in));

int a[]=new int[20];

System.out.println("Command line arguments:");

System.out.println("Enter the elements");

for(int i=0;i<n;i++)

{

a[i]=Integer.parseInt(br.readLine());

}

for(int i=0;i<n;i++)

{

for(int j=i+1;j<n;j++)

{

if(a[i] > a[j])

{

temp=a[i];

a[i]=a[j];

a[j]=temp;

}

}

}

System.out.println("Assending order");

for(int i=0;i<n-1;i++)

{

System.out.println(a[i]+"");

}

System.out.println(a[n-1]);

for(int i=0;i<n;i++)

{

sum=sum+a[i];

}

System.out.println("Sum of array is="+sum);

}

}

**OUTPUT**

[Agnes@DBCPC21 Desktop]$ java comndline 5

Enter all the elements

34

12

11

32

10

Assending order

10

11

12

32

34

Sum of array is=99

**PROGRAM NO 6:**

**AIM:**

**To implement function overloading.**

**PROGRAM**

import java.io.\*;

class sample

{

int l,b,h;

void area(int l,int b)

{

int area1=l\*b;

System.out.println("Area of triangle="+area1);

}

void area(int l,int b,int h)

{

int area2=l\*b\*h;

System.out.println("Area of rectangle="+area2);

}

}

class overloading

{

public static void main(String args[])throws IOException

{

int l,b,h;

System.out.println("Enter l,b,h");

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

l=Integer.parseInt(br.readLine());

b=Integer.parseInt(br.readLine());

h=Integer.parseInt(br.readLine());

sample ob=new sample();

ob.area(l,b);

ob.area(l,b,h);

}

}

**OUTPUT**

Enter l,b,h

12

5

2

Area of triangle=60

Area of rectangle=120

**PROGRAM NO 7:**

**AIM:**

**To implement abstractbase class.**

**PROGRAM**

import java.io.\*;

abstract class shape

{

float l,b;

shape()

{

l=10;

b=20;

}

shape(float x,float y)

{

l=x;

b=y;

}

abstract public float area();

}

class rectangle extends shape

{

rectangle()

{

super();

}

rectangle(float x,float y)

{

super(x,y);

}

public float area()

{

float a=l\*b;

return a;

}

}

class triangle extends shape

{

triangle()

{

super();

}

triangle(float x,float y)

{

super(x,y);

}

public float area()

{

float a=(l\*b)/2;

return a;

}

}

class abstractclass

{

public static void main(String args[])throws IOException

{

float x,y,a1,a2,area1,area2;

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

rectangle rect=new rectangle();

a1=rect.area();

System.out.println("Area of rectangle using default constructor: "+a1);

triangle tri=new triangle();

a2=tri.area();

System.out.println("Area of triangle using default constructor: "+a2);

System.out.println("Enter the length:");

x=Float.parseFloat(br.readLine());

System.out.println("Enter the breadth:");

y=Float.parseFloat(br.readLine());

rectangle r=new rectangle(x,y);

area1=r.area();

System.out.println("Area of rectangle: "+area1);

triangle t=new triangle(x,y);

area2=t.area();

System.out.println("Area of Triangle: "+area2);

}

}

**OUTPUT**

Area of rectangle using default constructor: 200.0

Area of triangle using default constructor: 100.0

Enter the length:

12

Enter the breadth:

20

Area of rectangle: 240.0

Area of Triangle: 120.0

**PROGRAM NO 8:**

**AIM:**

**To implement multiple inheritance.**

**PROGRAM**

import java.io.\*;

interface exam

{

public void percent\_call();

}

class student

{

String name;

int rollno;

public int mark1,mark2;

student(String n,int r,int m1,int m2)

{

name=n;

rollno=r;

mark1=m1;

mark2=m2;

}

void display()

{

System.out.println("Name:"+name);

System.out.println("roll no:"+rollno);

System.out.println("mark1:"+mark1);

System.out.println("mark2:"+mark2);

}

}

class result extends student implements exam

{

float percentage,total;

result(String n1,int r1,int mk1,int mk2,float t)

{

super(n1,r1,mk1,mk2);

total=t;

}

public void percent\_call()

{

percentage=((mark1+mark2)/total)\*100;

}

void display()

{

super.display();

System.out.println("Percentage:"+percentage);

}

}

class inheritance

{

public static void main(String args[])throws IOException

{

DataInputStream ob=new DataInputStream(System.in);

int roll,mkr1,mkr2,n;

float tot1,tot2,total;

String name1;

System.out.println("percentage of mark using multiple inheritance");

System.out.println(".................................................");

System.out.println("Enter the limit:");

n=Integer.parseInt(ob.readLine());

result r[]=new result[n];

for(int i=0;i<n;i++)

{

System.out.println("\nEnter the name:");

name1=ob.readLine();

System.out.println("Enter the roll number:");

roll=Integer.parseInt(ob.readLine());

System.out.println("Enter the total mark in subject1:");

tot1=Integer.parseInt(ob.readLine());

System.out.println("Enter the mark obtained in subject1:");

mkr1=Integer.parseInt(ob.readLine());

System.out.println("Enter the total mark in subject2:");

tot2=Integer.parseInt(ob.readLine());

System.out.println("Enter the mark obtained in subject2:");

mkr2=Integer.parseInt(ob.readLine());

total=tot1+tot2;

r[i]=new result(name1,roll,mkr1,mkr2,total);

r[i].percent\_call();

System.out.println("STUDENT DETAILS");

System.out.println("---------------");

r[i].display();

}

}

}

**OUTPUT**

Percentage of mark using multiple inheritance

..........................................................................

Enter the limit:

2

Enter the name:

Barun

Enter the roll number:

1104

Enter the total mark in subject1:

100

Enter the mark obtained in subject1:

79

Enter the total mark in subject2:

100

Enter the mark obtained in subject2:

89

STUDENT DETAILS

----------------------------

Name:Barun

roll no:1104

mark1:79

mark2:89

Percentage:84.0

Enter the name:

Sanaya

Enter the roll number:

1001

Enter the total mark in subject1:

100

Enter the mark obtained in subject1:

90

Enter the total mark in subject2:

100

Enter the mark obtained in subject2:

88

STUDENT DETAILS

----------------------------

Name:Sanaya

roll no:1001

mark1:90

mark2:88

Percentage:89.0

**PROGRAM NO 9:**

**AIM:**

**To implement package-complex.**

**PROGRAM**

package complexpack;

import java.io.\*;

public class complex

{

int real,imag;

public complex()

{

real=0;

imag=0;

}

public complex(int r,int i)

{

real=r;

imag=i;

}

public void addcomplex(complex ob1,complex ob2)

{

real=ob1.real+ob2.real;

imag=ob1.imag+ob2.imag;

}

public void display()

{

System.out.println(real+"+"+imag+"i");

}

}

Main Class

import java.io.\*;

import complexpack.\*;

public class complexmain

{

public static void main(String args[])throws IOException

{

int r,r1,i,i1;

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter first complex number");

r=Integer.parseInt(br.readLine());

i=Integer.parseInt(br.readLine());

complex ob1=new complex(r,i);

System.out.println("Enter second complex number");

r1=Integer.parseInt(br.readLine());

i1=Integer.parseInt(br.readLine());

complex ob2=new complex(r1,i1);

complex ob3=new complex();

ob3.addcomplex(ob1,ob2);

System.out.println("Addition of complex numbers:");

ob3.display();

}

}

**OUTPUT**

Enter first complex number

10

6

Enter second complex number

4

4

Addition of complex numbers:

14+10i

**PROGRAM NO 10:**

**AIM:**

**To implement package-palindrome.**

**PROGRAM**

import palpack.Palindrome;

import java.io.\*;

class PalTest

{

public static void main(String args[])throws IOException

{

StringBuffer sb=new StringBuffer(args[0]);

Palindrome p=new Palindrome();

p.pal(sb);

}

}

package palpack;

public class Palindrome

{

public void pal(StringBuffer s1)

{

StringBuffer s=new StringBuffer();

String s2=s1.toString();

s=s1.reverse();

String s3;

s3=s.toString();

if(s2.equals(s3))

System.out.println("It is Palindrome");

else

System.out.println("Not a Palindrome");

}

}

**OUTPUT**

[Agnes@DBCPC21 Desktop]$ java PalTest hannah

It is Palindrome

[Agnes@DBCPC21 Desktop]$ java PalTest cris

Not a Palindrome

**PROGRAM NO 11:**

**AIM:**

**Program to implement exception handling.**

**PROGRAM**

import java.io.\*;

import java.lang.\*;

class MyException extends Exception

{

private int detail;

MyException(int a)

{

detail=a;

}

public String toString()

{

return"MyException["+detail+"]";

}

}

class ExceptionMain

{

static void check(int a)throws MyException

{

System.out.println("Called check("+a+")");

if(a<10)

{

System.out.println("Number "+a+" is less than 10");

}

else

{

if(a>10)

{

System.out.println("Number "+a+" is Greater than 10");

}

else

throw new MyException(a);

}

}

public static void main(String args[])

{

int x;

x=Integer.parseInt(args[0]);

System.out.println("Raise Exception,If Given Number is Equal to 10");

System.out.println(" Number is "+x);

try

{

check(x);

}

catch(MyException e)

{

System.out.println("Equal to 10 "+e);

}

}

}

**OUTPUT**

Raise Exception,If Given Number is Equal to 10

Number is 8

Called check(8)

Number 8 is less than 10

[Agnes@DBCPC21 Desktop]$ java ExceptionMain 18

Raise Exception,If Given Number is Equal to 10

Number is 18

Called check(18)

Number 18 is Greater than 10

[Agnes@DBCPC21 Desktop]$ java ExceptionMain 10

Raise Exception,If Given Number is Equal to 10

Number is 10

Called check(10)

Equal to 10 MyException[10]

**PROGRAM NO 12 :**

**AIM:**

**Program to implement multithreading.**

**PROGRAM**

import java.io.\*;

class A extends Thread

{

public void run()

{

for(int i=0;i<5;i++)

System.out.println("From Thread A:i="+i);

System.out.println("Exit from A");

}

}

class B extends Thread

{

public void run()

{

for(int j=0;j<5;j++)

System.out.println("From Thread B:j="+j);

System.out.println("Exit from B");

}

}

class Multithreadtest

{

public static void main(String args[])

{

A oba=new A();

B obb=new B();

oba.start();

obb.start();

}

}

**OUTPUT**

From Thread B:j=0

From Thread B:j=1

From Thread B:j=2

From Thread B:j=3

From Thread B:j=4

Exit from B

From Thread A:i=0

From Thread A:i=1

From Thread A:i=2

From Thread A:i=3

From Thread A:i=4

Exit from A

**PROGRAM NO 13:**

**AIM:**

**Program to implement Thread- Synchronized.**

**PROGRAM**

class ClassA

{

void printvalue()

{

try

{

for(int i=0;i<=5;i++)

{

System.out.println(i+" ");

Thread.sleep(1000);

}

}

catch(InterruptedException e)

{

}

}

}

class Threadsync implements Runnable

{

ClassA ob1;

Thread t;

Threadsync(ClassA c)

{

this.ob1=c;

t=new Thread(this);

}

public void run()

{

synchronized(ob1)

{

ob1.printvalue();

}

}

public static void main(String args[])

{

ClassA ca=new ClassA();

Threadsync one=new Threadsync(ca);

one.t.start();

Threadsync two=new Threadsync(ca);

two.t.start();

Threadsync three=new Threadsync(ca);

three.t.start();

}

}

**OUTPUT**

[Agnes@DBCPC21 Desktop]$ vi Threadsync.java

[Agnes@DBCPC21 Desktop]$ javac Threadsync.java

[Agnes@DBCPC21 Desktop]$ java Threadsync

0

1

2

3

4

5

0

1

2

3

4

5

0

1

2

3

4

5

**PROGRAM NO 14:**

**AIM:**

**Program to implement threading .**

**PROGRAM**

import java.io.\*;

import java.lang.\*;

class Example implements Runnable

{

Thread t;

public Example(String threadname)

{

t=new Thread(this,threadname);

}

public void run()

{

System.out.println(Thread.currentThread());

for(int i=0;i<=5;i++)

{

System.out.println(i);

}

}

}

public class Threadtest

{

public static void main(String args[])

{

Example ob=new Example("First");

ob.t.start();

System.out.println("this is:"+Thread.currentThread());

}

}

**OUTPUT**

this is:Thread[main,5,main]

Thread[First,5,main]

0

1

2

3

4

5

**PROGRAM NO 15:**

**AIM:**

**Program to implement applet programming.**

**PROGRAM**

import java.awt.\*;

import java.applet.\*;

/\* <applet code="scroll" width=400 height=300>

</applet>

\*/

public class scroll extends Applet implements Runnable

{

int x=0;

Thread t;

public void init()

{

t=new Thread(this);

t.start();

}

public void run()

{

for(int i=0;i<500;i++,x++)

{

repaint();

try

{

t.sleep(50);

}

catch(InterruptedException e)

{

}

}

}

public void paint(Graphics g)

{

Font f=new Font("Arial",Font.BOLD,20);

g.setFont(f);

g.drawString("Welcome to Applets",x,25);

}

}

**OUTPUT**

![C:\Users\Agnes\Desktop\JAVA RECORDathu\PROG 9\Applet\scroll\scroll.png](data:image/png;base64,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)

**PROGRAM NO 16:**

**AIM:**

**Program to implement applet programming .**

**PROGRAM**

import java.awt.\*;

import java.applet.\*;

/\* <applet code="smily" width=300 height=100>

\*

\* </applet>

\* \*/

public class smily extends Applet

{

public void paint(Graphics g)

{

Font f=new Font ("Helvetica",Font.BOLD,20);

g.setFont(f);

g.drawString("Keep smiling",50,30);

g.drawOval(60,60,200,200);

g.fillOval(90,120,50,20);

g.fillOval(190,120,50,20);

g.drawLine(165,135,165,175);

g.drawArc(115,130,95,95,0,-180);

}

}

**OUTPUT**

![C:\Users\Agnes\Desktop\Agnesjava\Program9\smily\smily.png](data:image/png;base64,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)

**PROGRAM NO 17:**

**AIM:**

**Program to implement AWT-form .**

**PROGRAM**

import java.awt.\*;

import java.awt.event.\*;

import java.applet.\*;

/\*<applet code=Frm height=250 width=250>

</applet>\*/

public class Frm extends Applet implements ActionListener

{

Button b1;

String n,p;

Frwnd f1;

public void init()

{

b1=new Button("window");

add(b1);

b1.addActionListener(this);

}

class Frwnd extends Frame implements ActionListener

{

Label l1,l2;

TextField t1,t2;

Button chk;

public Frwnd(String ss)

{

super(ss);

setLayout(new FlowLayout());

l1=new Label("username");

l2=new Label("password");

t1=new TextField(20);

t2=new TextField(20);

t2.setEchoChar('\*');

chk=new Button("check");

add(l1);

add(t1);

add(l2);

add(t2);

chk.addActionListener(this);

add(chk);

}

public void actionPerformed(ActionEvent ae)

{

if(ae.getSource()==chk)

{

n="Name:"+t1.getText();

p="Password:"+t2.getText();

repaint();

f1.setVisible(false);

}

}

}

public void actionPerformed(ActionEvent ae)

{

if(ae.getSource()==b1)

{

f1=new Frwnd("Login");

f1.setSize(300,300);

f1.show();

}

}

public void paint(Graphics g)

{

g.drawString(n,100,50);

g.drawString(p,100,70);

}

}

**OUTPUT**
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**PROGRAM NO 18:**

**AIM:**

**Program to implement AWT-list.**

**PROGRAM**

import java.awt.\*;

import java.awt.event.\*;

import java.applet.\*;

/\*

<applet code="Listclr" width=300 height=180>

</applet>

\*/

public class Listclr extends Applet implements ActionListener

{

Dimension d;

List col;

String msg = "";

String s="";

int f;

public void init()

{

col = new List(4, false);

col.add("Green");

col.add("Yellow");

col.add("Blue");

col.select(1);

add(col);

col.addActionListener(this);

}

public void actionPerformed(ActionEvent ae)

{

String cmd=ae.getActionCommand();

if(cmd.equals("Yellow"))

{

f=0;

}

else if(cmd.equals("Blue"))

{

f=1;

}

else

{

f=2;

}

repaint();

}

public void paint(Graphics g)

{

int idx[];

d = getSize();

if(f==0)

setBackground(Color.yellow);

else if(f==1)

setBackground(Color.blue);

else

setBackground(Color.green);

}

}

**OUTPUT**

![C:\Users\Agnes\Desktop\Agnesjava\Program10\AWT\List\awt2.png](data:image/png;base64,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)

**PROGRAM NO 19:**

**AIM:**

**To implement event-driven program-keyevent.**

**PROGRAM**

import java.awt.\*;

import java.awt.event.\*;

import java.applet.\*;

/\*

\*

\* <applet code="keyevent" width=300 height=100>

\*

\* </applet>

\*

\* \*/

public class keyevent extends Applet implements KeyListener

{

String msg = "";

int X = 10, Y = 20; // output coordinates

public void init()

{

addKeyListener(this);

}

public void keyPressed(KeyEvent ke)

{

showStatus("Key Down");

int key = ke.getKeyCode();

switch(key)

{

case KeyEvent.VK\_F1:

msg += "<F1>";

break;

case KeyEvent.VK\_F2:

msg += "<F2>";

break;

case KeyEvent.VK\_F3:

msg += "<F3>";

break;

case KeyEvent.VK\_PAGE\_DOWN:

msg += "<PgDn>";

break;

case KeyEvent.VK\_PAGE\_UP:

msg += "<PgUp>";

break;

case KeyEvent.VK\_LEFT:

msg += "<Left Arrow>";

break;

case KeyEvent.VK\_RIGHT:

msg += "<Right Arrow>";

break;

}

repaint();

}

public void keyReleased(KeyEvent ke)

{

showStatus("Key Up");

}

public void keyTyped(KeyEvent ke)

{

msg += ke.getKeyChar();

repaint();

}

}

**OUTPUT**
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**PROGRAM NO 20:**

**AIM:**

**To implement event-driven program-mouse event.**

**PROGRAM**

import java.awt.\*;

import java.awt.event.\*;

import java.applet.\*;

/\* <applet code="MouseEvents" width=500 height=300>

</applet>

\*/

public class MouseEvents extends Applet implements MouseListener, MouseMotionListener

{

String msg = "";

int mouseX = 0, mouseY = 0;

public void init()

{

addMouseListener(this);

addMouseMotionListener(this);

}

public void mouseClicked(MouseEvent me)

{

mouseX = 0;

mouseY = 10;

msg = "Mouse clicked.";

repaint();

}

public void mouseEntered(MouseEvent me)

{

mouseX = 0;

mouseY = 10;

msg = "Mouse entered.";

repaint();

}

public void mouseExited(MouseEvent me)

{

mouseX = 0;

mouseY = 10;

msg = "Mouse exited.";

repaint();

}

public void mousePressed(MouseEvent me)

{

mouseX = me.getX();

mouseY = me.getY();

msg = "Down";

repaint();

}

public void mouseReleased(MouseEvent me)

{

mouseX = me.getX();

mouseY = me.getY();

msg = "Up";

repaint();

}

public void mouseDragged(MouseEvent me)

{

mouseX = me.getX();

mouseY = me.getY();

msg = "\*";

showStatus("Dragging mouse at " + mouseX + ", " + mouseY);

repaint();

}

public void mouseMoved(MouseEvent me)

{

showStatus("Moving mouse at " + me.getX() + ", " + me.getY());

}

public void paint(Graphics g)

{

g.drawString(msg, mouseX, mouseY);

}

}

**OUTPUT**
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**PROGRAM NO 21:**

**AIM:**

**Program for implementing JDBC .**

**PROGRAM**

import java.sql.\*;

class jdbc

{

public static void main (String[] args)

{

try

{

Class.forName("org.postgresql.Driver");

String url = "jdbc2:postgresql:jdbc2";

Connection con = DriverManager.getConnection(url,"postgres","");

Statement stm = con.createStatement();

ResultSet rs = stm.executeQuery("select name,place from RecordDetails");

System.out.println("");

System.out.println("");

System.out.println(" Name Place");

System.out.println("------- -------------");

while( rs.next())

{

System.out.print(rs.getString("name")+"\t");

System.out.println(""+rs.getString("place"));

}

}

catch(java.lang.ClassNotFoundException e)

{

System.err.print("ClassNotFoundException: ");

System.err.println(e.getMessage());

}

catch (SQLException e)

{

System.out.println("Exception!");

System.out.println(e.toString());

}

}

}

**OUTPUT**

[root@DBCPC21 Desktop]# vi jdbc.java

[root@DBCPC21 Desktop]# javac jdbc.java

[root@DBCPC21 Desktop]# java -classpath .:postgresql-9.0-801.jdbc4.jar jdbc

Name Place

------- -------------

Agnes Karuvanchal

[root@DBCPC21 Desktop]# service postgresql start

Starting postgresql service: [ OK ]

[root@DBCPC21 Desktop]# su - postgres

-bash-4.1$ createdb jdbc2

-bash-4.1$ psql jdbc2

psql (8.4.13)

Type "help" for help.

jdbc2=# create table RecordDetails(name varchar(20),place varchar(20));

CREATE TABLE

jdbc2=# insert into RecordDetails values('Agnes','Karuvanchal');

INSERT 0 1

jdbc2=# select \* from RecordDetails;

name | place

-------+-------------

Agnes | Karuvanchal

(1 row)

[root@DBCPC21 Desktop]# vi jdbc.java

[root@DBCPC21 Desktop]# javac jdbc.java

[root@DBCPC21 Desktop]# java -classpath .:postgresql-9.0-801.jdbc4.jar jdbc

Name Place

------- -------------

Agnes Karuvanchal

**PROGRAM NO 22:**

**AIM:**

**Program to demonstrate jdbc .**

**PROGRAM**

import java.sql.\*;

class PostgreSQLTest1

{

public static void main (String[]args)

{

try

{

Class.forName ("org.postgresql.Driver");

String url = "testdb:postgresql:testdb";

Connection con = DriverManager.getConnection (url, "postgres", "");

Statement stm = con.createStatement ();

ResultSet rs = stm.executeQuery ("select name,place,age from RDetails");

System.out.println ("");

System.out.println ("");

System.out.println (" Name Place Age");

System.out.println ("------ ------- ------ ");

while (rs.next ())

{

System.out.print (rs.getString ("name")+"\t");

System.out.print ("" + rs.getString ("place")+"\t");

System.out.println ("" + rs.getString ("age")+"\t");

}

}

catch (java.lang.ClassNotFoundException e)

{

System.err.print ("ClassNotFoundException: ");

System.err.println (e.getMessage ());

}

catch (SQLException e)

{

System.out.println ("Exception!");

System.out.println (e.toString ());

}

}

}

**OUTPUT**

[root@DBCPC25 Desktop]# vi PostgreSQLTest1.java

[root@DBCPC25 Desktop]# javac PostgreSQLTest1.java

[root@DBCPC25 Desktop]# java -classpath .:postgresql-9.0-801.jdbc4.jar PostgreSQLTest1

Name Place Age

------ ------- ------

Aleesha Vallithode 22

Subina Vilamana 23

import java.sql.\*;

class PostgreSQLTest1

{

public static void main (String[]args)

{

try

{

Class.forName ("org.postgresql.Driver");

String url = "testdb:postgresql:testdb";

Connection con = DriverManager.getConnection (url, "postgres", "");

Statement stm = con.createStatement ();

ResultSet rs = stm.executeQuery ("select name,place,age from RDetails");

System.out.println ("");

System.out.println ("");

System.out.println (" Name Place Age");

System.out.println ("------ ------- ------ ");

while (rs.next ())

{

System.out.print (rs.getString ("name")+"\t");

System.out.print ("" + rs.getString ("place")+"\t");

System.out.println ("" + rs.getString ("age")+"\t");

}

}

catch (java.lang.ClassNotFoundException e)

{

System.err.print ("ClassNotFoundException: ");

System.err.println (e.getMessage ());

}

catch (SQLException e)

{

System.out.println ("Exception!");

System.out.println (e.toString ());

}

}

}

[root@DBCPC25 Desktop]# service postgresql start

Starting postgresql service: [ OK ]

[root@DBCPC25 Desktop]# su - postgres

-bash-4.1$ createdb testdb

-bash-4.1$ psql testdb

psql (8.4.13)

Type "help" for help

testdb=# create table RDetails(name varchar(20),place varchar(20),age int);CREATE TABLE

testdb=# insert into RDetails values('Aleesha','Vallithode',22);

INSERT 0 1

testdb=# insert into RDetails values('Subina','Vilamana',23);

INSERT 0 1

testdb=# select \* from RDetails;

name | place | age

---------+------------+-----

Aleesha | Vallithode | 22

Subina | Vilamana | 23

(2 rows)

**SYSTEM AND NETWORK ADMINISTRATION**

# 1.LILO CONFIGURATION

Using LILO to boot Linux

LILO is a general- purpose boot manager that can boot whatever os installed on the system including Linux. There are many ways to configure LILO. The two common methods are:

1. Install LILO on the MBR of the hard disk.
2. Install LILO as the secondary boot loader for Linux only.

LILO is the general purpose boot manager that can boot whatever OS installed on the system including LINUX. There are many ways to configure LILO on the MPR; it is the first code to run after the stat up. LILO then allows you to choose between os.

/sbin/lilo

Using –v option with the lilo prints more information should something gets wrong.

Using –c option allows you to specify configuration file other than /etc/lilo.conf.

LILO has two aspects

1.The boot loader

2.The lilo command

Boot loader is the code that execute the boot time and boots either linux or oter os.

LILO is the command that cofigure and executes the boot loader and updates if it nessary.

Configuring LILO

The first step in configuring lilo is setting up the LILO configuring file. This file is often stored in:

1./etc/lilo.conf

2./boot/lilo.conf

3./etc/lilo/config

The first section of this file is called the global section. It setup some basic parameters:

boot=/dev/hda1 compact install=/boot/boot.b

map=/boot/map

boot-Name of the device where LILO should install itself. /dev/hda1 is MBR.

Compact – tells lilo to perform some optimization

Install – file containing the boot sector to use on MBR Map – map file that lilo creates when lilo installed.

After the globel section, there are seprate sections for each OS. Section for LINUX that is installed on /dev/hda2.

Image= /boot/vmlinuz

Label=linux

Root= /dev/hda2

Vga=ask

Section for MS-DOS /win 95/win98

Other= /dev/hda1

Table= /dev/had

Label=MS-DOS

After editing the lilo.conf file run the /sbin/lilo command. If the configuration file is other than lilo.conf file –c option should be used. After running the lilo command reboots the system. The first line of lilo.conf will be booted by default. To choose one of rhe other os listed in /etc/lilo.conf hold down shit ctrl key or press the scroll lock key while the system boots. Then boot prompt will appear. Press tab key to get the list of available option.

Removing LILO

If lilo is istalled on your MBR the easiest way is to remove it is to use windows fdisk. Runs fdisk and overwrites MBR with a valid windows boot record. Lilo saves back up copies of original boot record in the file /boot/boot.0300 and /boot/boot0800

We can use the dd command to replace the boot record on the drive with this back up copy.

dd if=/boot/boot.0300 of =/dev/had bs=446 count=1

Even though the files 512 bytes in size, only the first 446 bytes should be copied back to the MBR.

Boot parameters 1.root=partition the root parameter is used to specify the root partition..

2.ro=

It is the default mode. If ro is specified the root file system is mounted as read only, when specified as ro, an automatic file system checks up is done for integrity..

3.rw=

This parameter is used to mount the root file system in the read/write mode. The disadvantage of rw is that the file system check up is not done. This is dangerous as the file system can crash.

4.mem=size

Some BOIS is won’t recognize above 64 MB of RAM. Since needs the BIOS to tell it how much memory is installed systems with more than 64 MB of RAM will be incorrectly reported. We can use this option to tell how much memory is there. We can use either a hex address or a number followed by K or M.

5.debug=

Kernal messages are sending to the screen instead of being sent to the disk or to the syslog facility. When the system is booted, the kernel messages are sending to the log file in the disk. This parameter can be used to print the message on to the console as the system runs.

6. init=

It is possible to specify the program to be stored as the first program that is run after bootup. Usually the process specified is /sbin/init.

7. panic=”integer value”

panic=” “ is a future error signaled by the kernel itself. It occurs when the kernel is terminally confused and can’t continue with execution. When panic occurs the system waits for the administrator to restart. If panic=”integer” specified the kernal automatically restarts after a specified number of seconds.

8. vga=mode

This parameter will set the vga display mode. This setting overrides the entry /etc/lilo.conf. Valid modes are normal, extended and ask. Lilo has the ability to change the vga video modes from the standard 80\*24 to other modes, such as 80\*50 or 132\*42. for setting of vga=ask will provide a list of video modes and allow you to choose when boots.

9. single

System will be boot in the single user mode. Under single user mode, the system is nearly useless, very little configuration is done; file systems are unmounted and so on.

# 2.RUN-LEVEL CONFIGURATION

Linux can run in various modes based on the capabilities provided. A certain mode or state at which all operations are activated by running the system. These states are known as run levels. A run level is a particular set of processes ranging from a bare minimum for system administration only to a full operation supporting all configured devices. A number from zero to six defines run levels.

For most versions of Linux, the run levels have the following meanings.

* 0 – halt system.
* 1 - single run level mode.
* 2 – multi user without NFS.
* 3 – multi user with networking.
* 4 - not used.
* 5 – multi user with X-window system support.

.

The /etc/inittab file

The /etc/inittab file is tied closed to the init daemon. The lines in the /etc/inittab file follow a specific format. The format follows this pattern:

ID : run level : action : process.

id : 3 : intit default : si : sysinit : /etc/rc.d/rc.sysinit. 10 : 0 : wait : /etc/rc.d/rc 0

* 1. : 1 : wait : /etc/rc.d/rc 1
  2. : 2 : wait : /etc/rc.d/rc 2
  3. : 3 : wait : /etc/rc.d/rc 3
  4. : 4 : wait : /etc/rc.d/rc 4
  5. : 5 : wait : /etc/rc.d/rc 5 16 : 6 : wait : /etc/rc.d/rc 6 ca :: ctrlaltdel : /sbin/shutdown –t3 –r now

pf :: power fail : /sbin/ shutdown –f –h +2 “power failure system shutting down”

pr :: 12345 : power wait : /sbin/shutdown –c “power restored shut down cancelled”

1. : 2345 : respawn : /sbin/mingetty tty 1
2. : 2345 : respawn : /sbin/mingetty tty 2
3. : 2345 : respawn : /sbin/mingetty tty 3
4. : 2345 : respawn : /sbin/mingetty tty 4
5. : 2345 : respawn : /sbin/mingetty tty 5 6 : 2345 : respawn : /sbin/mingetty tty 6

x : 5 : respawn : /etc/x11/prefdm –nodaemon

Starting run level scripts

The /etc/ rc.d/rc script is a script that is integral to the concept of run levels. Any change of run level causes the script to be executed, with the new run level as an argument. The /etc/rc.d/rc script does

* Checks that run level script are correct.
* Determine current and previous run levels.
* Decides whether to enter interactive start up.
* Kill and start run level script.

A software package that has a service to start at boot time can add a script to the /etc/init.d directory. That script can then be linked to an appropriate run level directory and either be started or stopped. All the programs in the /etc/rcX.d directories where X is replaced by a run level number are symbolic links, usually to a file in /etc/ init.d. The /etc/rcX.d directories include:

* /etc/rc0.d : run level 0 directory.
* /etc/rc1.d : run level 1 directory. • /etc/rc2.d : run level 2 directory. • /etc/rc3.d : run level 3 directory. • /etc/rc4.d : run level 4 directory. • /etc/rc5.d : run level 5 directory.
* /etc/rc6.d : run level 6 directory.

Recognizing or removing run level scripts

There are several ways to deal with removing programs from the system start-up directories, adding them to particular run level or changing when they are executed. From a terminal window use the chk config command. From a GUI use the service configuration window.

Adding run level scripts

We can add the script to the /etc/init.d directory, then use the chk config command to configure it.

Manipulating run levels

Aside from the run level chosen at boot time and shut down or at reboot levels. We can change the run level at any time while we are logged in (as root user).

The telinit command enables us to specify a desired run level, causing the termination of all system process that shouldn’t exist in that run level and starting all processes that should be running.

# telinit 5

Determining current run level

We can determine the machines current run level with the aptly named run level command

# runlevel s 5

This means that the previous run level was ‘s’ and the current run level is 5. If the machine had booted properly, the previous run level would be listed as N to indicate that there really wasn’t a previous run level.

Changing to shut down run level

Shutting down the machine is simply a change in run level. Other ways to change the run level includes the reboot, halt, power off and shut down commands. The reboot command, which is a symbolic link to the halt command, executes a shutdown –r now, terminating all processes and rebooting the machine. The halt command executes shut down –h now, terminating all processes and leaving the machine in an idle state. Similarly the power off command, which is also a link to the halt command, executes a change to run level 0.

# 3.MOUNTING AND UNMOUNTING USING

# FSTAB

Linux uses a single directory structure regardless of how many disks and disk partitions are involved. Each partition file system must be part of layer directory structure. The entire tree has only one root directory and other file system are attached at lower layers.

The linux file system starts with the root partitions at the top: the root partition is on a partition of the first hard disk. Usually the disk also has other directories on it , such as /dev,/lib, /etc and so on.

Mounting

To mount a file system use the mount command:

mount device\_name mount\_point

Where device\_name is the name of the device such as hard disk, CD-ROM and so on and mount point is the name of the directory to which to want to mount the device.

Eg: To mount the cdrom file system in the directory in the directory /cdrom uses the following command:

mount /dev/cdrom /cdrom

To mount a file system read only use –r options as shown below

mount –r /dev/cdrom /cdrom

Unmounting

Where one of the mounted file system is disconnected the file system has been unmounted. Any mounted file system has been unmounted except for the root file system. To unmount the file system use the unmount command. To unmount cd-rom the command given below

umount /dev/cdrom umount /cdrom

Linux can also handle the unmounting as part of the shut down process.

Mounting the file system automatically

Any mounted file systems are not necessary mounted automatically when the system restarts. When the Linux boots, it must know where to find the file system to be mounted. Linux uses the /etc/rc initialization file to execute the command:

mount –av

When the linux execute this command, it knows to record the file /etc/fstab to find out which file system have to be mounted and where they should be mounted. Each line in the /etc/fstab file follows the format:

Device mount-location filesystem\_type options dump\_frequency pass\_number

Sample /etc/fstab is:

/dev/cdrom /cdrom iso9660 ro 1 1

# 4.USER AND GROUP MANAGEMENT

An operating system allows many users to use the resources of the system. For this each user should have an account, which is the entire file, resources and information belongs to each other.

Creating a user

Each user is identified by a unique integer. The userid or uid. Normally to create a user you need to add information about the user database and create home directory for him. Two command line alternatives: adduser and useradd for creating users. Various options for adduser command.

adduser [options] login-name

-r - Specifies the login name

-P - specifies the passwd for the user

Login

-d - allows specifying home directory

-g - specifies initial

group name or id

-s - specifies the default shell for the

user

-c - allows us to specify

comment

-e - expiring data for user account

The basic user interface in a Unix system is the /etc/passwd file, lets all the valid user names and associated information. The file has one line for user name and is divided into seven colondelimited fields.

User name

Passwd (in an encrypted form)

Numeric userid

Numeric group-id

Comments

*Home directory*

Default login name

Many Unix systems have shadow passwords. This is an alternative way of storing the password. The encrypted password is stored in a separate file: /etc/shadow, which only the root user can read. By command when the home directory for a new user is created, it is initialized with the files from the /etc/skel directory. File in this directory will provide a nice environment for these users.

Creating user manually

Edit /etc/passwd in any text editor and add a new line for the new account. You should make the passwd fields be (\*) so

that it is impossible to login. Similarly edit

/etc/ group in a text editor if you need to create a new group as well.

Create the home directory for the new user with mkdir. Copy the files from /etc/skel to the new home directory. Fix ownership and permissions with chown and chmod. The -R option is most useful. Set the passwd with the password command. After you set the password, the account will work.

Removing a user manually

To remove a user, you first removes all his files, mailboxes, mail aliases, print jobs, cron and at jobs and all other references to the user. Then you remove the relevant lines from /etc/passwd and /etc/group. Some Linux distribution comes with special commands to do this look for deluser or userdel. It is some times necessary to temporarily disable an account. For this we have to change his shell into a special program that just print a message userdel ren. su command enables us to login as different users.

Eg: su user name

Creating a group

Groups may be different in two ways. Implicitly, by GID, whenever a new GID appears in the fourth field of the password file, a new group is defined. Explicitly, by name and GID, via an entry in the /etc/group Each entry in the /etc/group consist of single line with the following form.

Name: \*: GID: additional-users

The meanings of these fields are as follows:

Name - A name identifying the groups usually restricted to 8 characters

\* Or! - The traditional group password field

GID - Groups identification number, usually start from 100

Additional users - this fields holds a list of users who are member of the group. In addition to those users belonging to the group by virtue of /etc/passwd. Commas must separate names.

Eg: chem.!! : 200: root, Williams. John. Jack

Command for managing groups:

The groupadd and groupmode commands can be used to set up and modify new groups.

groupadd group-name [options]

-g - Specify group id

-o - Override the existing GID if specified one exists

-f - Force flag exist with error message, if

Eg: groupadd conquers

The following command renames the group conquers to winners

groupmod-n conquers winners

Linux system provides grouppasswd commands for adding and removing members of group and for specifying group administrators the following command adds user rent to winner groups.

gppasswd-a ren winners

# 5. JOB SCHEDULING PROCESS

Job scheduling using cron and at utilities

Automating task is one of the best ways to keep a system running smoothly. the two utilities cron and at helps us to do our jobs easier. Both will execute commands at specified time

• **cron utility**

cron is a command that is designed to execute a particular job at specified time without anyone directly initiating them.Process to be executed by cron can be send through one of the two different files:

/usr/lib/cron/cron.allow and /usr/lib/cron/cron.deny. Many system uses /etc/cron.d/cron.allow and /etc/cron.d/cron.deny.

/etc/lib/cron/cron.allow contains the list of all users that are allowed to access cron and /usr/lib/cron/cron.deny contains the list of all users that are not allowed to access cron. If there two files does not exist, only root can submit process to cron

This file consists of one complete line for each to be submitted that specifies when to run the command and which command is to be executed. Each statement takes the following form

minute hour day\_of\_month month\_of\_year day\_of\_week command

Each line in crontab file has 6 columns separated with white space

* the minute of the hour (0-59)
* the hour of the day (0-23)
* the day of month(1-23)
* the days of week(sun=0,mon=1….sat=6)

Absolute pathname for the command to be executed are given. You must have executed permission for the utility or script. If you are submitting crontab file as a user, you must have file permissions or ownership set to allow your normal access.

Eg: 20 1 \* \* \* /usr/bin/calendar will execute 20 minutes per 1 in the morning everyday of the week; everyday of month, every month. The asterisk (\*) means all values.

if you have any errors in crontab file, cron mails you a no5tice of the problem when it processes your file

* **at utility**

The at command executes the command only once, at specified time the format is as follows:

at time date<file

We can specify most of the at command parameters in several different ways. It can also specify absolute time or as two digits that are taken as hours. We can add am or pm to time.

The file to be read as input to at command can be any file with commands in it. Suppose we have files called reorg.data with the following command on it. /usr/tparker/set\_perms

/usr/tparker/set\_database

/usr/tparker/index\_database

/usr/tparker/cleanup

if you want to execute this file at 8.30 pm, we use anyone of the following commands. at 20.30>reorg.data at 8.30pm<reorg.data at 20.30today,reorg.data

To remove a job you need the job id and the command, at-l.

All jobs are queued to at that kept in the directory

/usr/spool/cron/at jobs with the job id number as the filename

• **batch utility**

Here we are specifying that our commands be executed at the precise moment. The way to achieve this is through a command called batch. When we submit our jobs using these commands, Linux executes our job when it is relatively free and system load is light. Since the time of execution of our commands is left for the system to decide we don’t specify the time while executing the batch command.

$batch

sort employ.dat | grep palai>address.out

ctrl d

job 692322435.b at fri jun 14 17:00:00 IST 2006

‘b’ extension given to our job id signifies that it has been submitted using batch command

• **Logrotate**

NAME

logrotate - rotates, compresses, and mails system logs

SYNOPSIS

logrotate [-dv] [-f|--force] [-s|--state file] config\_file ..

DESCRIPTION

logrotate is designed to ease administration of systems that generate large numbers of log files. It allows automatic rotation, compression, removal, and mailing of log files. Each log file may be handled daily, weekly, monthly, or when it grows too large.

OPTIONS

-d, --debug

Turns on debug mode and implies -v. In debug mode, no changes will be made to the logs or to the logrotate state file.

-f, --force

Tells logrotate to force the rotation, even if it doesn’t think this is necessary. Sometimes this is useful after adding new entries to a logrotate.

-m, --mail <command>

Tells logrotate which command to use when mailing logs. This command should accept two arguments: 1) the subject of the message, and 2) the recipient. The command must then read a message on standard input and mail it to the recipient. The default mail command is /bin/mail -s.

-s, --state <statefile>

Tells logrotate to use an alternate state file. This is useful if logrotate is being run as a different user for various sets of log files. The

default state file is /var/lib/logrotate.status.

--usage

Prints a short usage message.

--?, --help

-Prints help message.

-v, --verbose

Turns on verbose mode.

CONFIGURATION FILE

logrotate reads everything about the log files it should be handling from the series of configuration files specified on the command line. Each config-

uration file can set global options (local definitions override global ones, and later definitions override earlier ones) and specify logfiles to rotate. A simple configuration file looks like this:

# sample logrotate configuration file compress

/var/log/messages { rotate 5 weekly postrotate

/usr/bin/killall -HUP syslogd

endscript

}

"/var/log/httpd/access.log" /var/log/httpd/error.log { rotate 5

mail www@my.org size 100k sharedscripts postrotate

/usr/bin/killall -HUP httpd

endscript

}

/var/log/news/\* { monthly rotate 2 olddir /var/log/news/old missingok postrotate

kill -HUP ‘cat /var/run/inn.pid‘

endscript

nocompress

}

• **Tmpwatch**

tmpwatch - removes files which haven’t been accessed for a period of time

SYNOPSIS

tmpwatch [-u|-m|-c] [-MUadfqstvx] [--verbose] [--force] [--all] [--nodirs] [--nosymlinks] [--test] [--fuser] [--quiet]

[--atime|--mtime|--ctime] [--dirmtime] [--exclude path]

[--exclude-user user] time dirs

DESCRIPTION

tmpwatch recursively removes files which haven’t been accessed for a given time. Normally, it’s used to clean up directories which are used for temporary holding space such as /tmp.

OPTIONS

-u, --atime

Make the decision about deleting a file based on the file’s atime (access time). This is the default.

Note that the periodic updatedb file system scans keep the atime of directories recent.

-m, --mtime

Make the decision about deleting a file based on the file’s mtime (modification time) instead of the atime.

-c, --ctime

Make the decision about deleting a file based on the file’s ctime (inode change time) instead of the atime; for directories, make the decision based on the mtime.

-M, --dirmtime

Make the decision about deleting a directory based on the directory’s mtime (modification time) instead of the atime; completely ignore atime for directories.

-a, --all

Remove all file types, not just regular files, symbolic links and directories.

-d, --nodirs

Do not attempt to remove directories, even if they are empty.

-f, --force

Remove files even if root doesn’t have write access (akin to rm -f).

-l, --nosymlinks

Do not attempt to remove symbolic links.

-q, --quiet

Report only fatal errors.

-s, --fuser

Attempt to use the "fuser" command to see if a file is already open before removing it. Not enabled by default.

Does help in some circumstances, but not all. Dependent on fuser being installed in /sbin. Not supported on HP- UX or Solaris.

-t, --test Don’t remove files, but go through the motions of removing them.

# 6.BACKUP(tar, cpio, dd etc.)

• **tar**

NAME

tar - manual page for tar 1.23

SYNOPSIS

tar [OPTION...] [FILE]...

DESCRIPTION

GNU ‘tar’ saves many files together into a single tape or disk archive, and can restore individual files from the archive.

EXAMPLES

tar -cf archive.tar foo bar

# Create archive.tar from files foo and bar.

tar -tvf archive.tar

# List all files in archive.tar verbosely.

tar -xf archive.tar

# Extract all files from archive.tar.

Main operation mode:

-A, --catenate, --concatenate append tar files to an archive

-c, --create

create a new archive

-d, --diff, --compare

find differences between archive and file system

--delete

delete from the archive (not on mag tapes!)

-r, --append append files to the end of an archive

-t, --list

list the contents of an archive

--test-label

test the archive volume label and exit

-u, --update

only append files newer than copy in archive

Operation modifiers: --check-device

check device numbers when creating incremental archives

(default)

-g, --listed-incremental=FILE

handle new GNU-format incremental backup

-G, --incremental

handle old GNU-format incremental backup

--ignore-failed-read

do not exit with nonzero on unreadable files

--level=NUMBER

dump level for created listed-incremental archive

-n, --seek

archive is seekable

--sparse-version=MAJOR[.MINOR]

set version of the sparse format to use (implies --sparse)

-S, --sparse

handle sparse files efficiently

Overwrite control:

-k, --keep-old-files

don’t replace existing files when extracting, treat them as errors

--skip-old-files

don’t replace existing files when extracting, silently skip over

them

--keep-newer-files

don’t replace existing files that are newer than their archive copies

• **cpio**

NAME

cpio - copy files to and from archives

SYNOPSIS

Copy-out mode

In copy-out mode, cpio copies files into an archive. It reads a list of filenames, one per line, on the standard input, and writes the archive onto the standard output.

cpio {-o|--create} [-0acvABLV] [-C bytes] [-H format] [-M message] [-O [[user@]host:]archive] [-F [[user@]host:]archive] [-file=[[user@]host:]archive]

[--format=format] [--message=message][--null] [--reset-accesstime] [--verbose] [--dot] [--append] [--block-size=blocks] [-dereference]

[--io-size=bytes] [--rsh-command=command] [--help] [--version]

< name-list [> archive]

Copy-in mode

In copy-in mode, cpio copies files out of an archive or lists the archive contents. It reads the archive from the standard input.

cpio {-i|--extract} [-bcdfmnrtsuvBSV] [-C bytes] [-E file] [-H format] [-M message] [-R [user][:.][group]] [-I

[[user@]host:]archive] [-F

[[user@]host:]archive] [--file=[[user@]host:]archive] [--makedirectories] [--nonmatching] [--preserve-modification-time] [-numeric-uid-gid] [--rename]

[-t|--list] [--swap-bytes] [--swap] [--dot] [--unconditional] [-verbose] [--block-size=blocks] [--swap-halfwords] [--io-size=bytes]

[--pattern- file=file] [--format=format] [--owner=[user][:.][group]] [--nopreserve-owner] [--message=message] [--force-local] [--no-absolutefilenames] [--abso- lute-filenames] [--sparse] [--only-verify-crc] [--to-stdout] [--quiet]

[--rsh-command=command] [--help] [--version] [pattern...] [< archive]

Copy-pass mode

In copy-pass mode, cpio copies files from one directory tree to another, combining the copy-out and copy-in steps without actually using an archive. cpio {-p|--pass-through} [-0adlmuvLV] [-R [user][:.][group]] [-null] [--reset-access-time] [--make-directories] [--link] [--quiet] [-preserve-modifi- cation-time] [--unconditional] [--verbose] [--dot] [--dereference] [-owner=[user][:.][group]] [--no-preserve-owner] [--sparse] [--help]

[--version]

destination-directory < name-list

DESCRIPTION

GNU cpio is a tool for creating and extracting archives, or copying files from one place to another. It handles a number of cpio formats as well as reading and writing tar files.

OPTIONS

‘-0, --null’

Read a list of filenames terminated by a null character, instead of a newline, so that files whose names contain newlines can be archived. GNU find is one way to produce a list of null-terminated filenames.

This option may be used in copy-out and copy-pass modes.

‘-a, --reset-access-time’

Reset the access times of files after reading them, so that it does not look like they have just been read.

‘-A, --append’

Append to an existing archive. Only works in copy-out mode. The archive must be a disk file specified with the -O or -F (-file) option.

‘-b, --swap’

Swap both halfwords of words and bytes of halfwords in the data

‘-B’ Set the I/O block size to 5120 bytes. Initially the block size is 512 bytes.

‘--block-size=BLOCK-SIZE’

Set the I/O block size to BLOCK-SIZE \* 512 bytes.

‘-c’ Identical to “-H newc”, use the new (SVR4) portable format. If you wish the old portable (ASCII) archive format, use “-H odc” instead.

‘-C IO-SIZE, --io-size=IO-SIZE’

Set the I/O block size to IO-SIZE bytes.

‘-d, --make-directories’

Create leading directories where needed.

‘-E FILE, --pattern-file=FILE’

Read additional patterns specifying filenames to extract or list from FILE.

‘-H FORMAT, --format=FORMAT’

Use archive format FORMAT. The valid formats are listed below; the same names are also recognized in all-caps.

‘odc’ The old (POSIX.1) portable format.

‘newc’ The new (SVR4) portable format, which supports file systems having more than 65536 i-nodes.

‘crc’ The new (SVR4) portable format with a checksum added.

‘tar’ The old tar format.

‘-k’ Ignored; for compatibility with other versions of cpio.

‘-l, --link’

Link files instead of copying them, when possible.

‘-L, --dereference’

Copy the file that a symbolic link points to, rather than the symbolic link itself.

‘-t, --list’

Print a table of contents of the input.

‘--to-stdout’

Extract files to standard output. This option may be used in copy-in mode.

‘--version’

Print the cpio program version number and exit.

• **dd**

NAME

dd - convert and copy a file

SYNOPSIS

dd [OPERAND]...

dd OPTION

DESCRIPTION

Copy a file, converting and formatting according to the operands.

bs=BYTES

read and write BYTES bytes at a time (also see ibs=,obs=)

cbs=BYTES

convert BYTES bytes at a time

conv=CONVS

convert the file as per the comma separated symbol list

count=BLOCKS

copy only BLOCKS input blocks

ibs=BYTES

read BYTES bytes at a time (default: 512)

if=FILE

read from FILE instead of stdin

iflag=FLAGS

read as per the comma separated symbol list

obs=BYTES

write BYTES bytes at a time (default: 512)

of=FILE

write to FILE instead of stdout

oflag=FLAGS

write as per the comma separated symbol list

BLOCKS and BYTES may be followed by the following multiplicative suf-

fixes: c =1, w =2, b =512, kB =1000, K =1024, MB

=1000\*1000, M

=1024\*1024, xM =M GB =1000\*1000\*1000, G

=1024\*1024\*1024, and so on for

T, P, E, Z, Y.

Each CONV symbol may be:

ascii from EBCDIC to ASCII

ebcdic from ASCII to EBCDIC

ibm from ASCII to alternate EBCDIC

block pad newline-terminated records with spaces to cbs-size

unblock

replace trailing spaces in cbs-size records with newline

lcase change upper case to lower case

physically write output file data before finishing

directory

fail unless a directory sync likewise, but also for metadata

nonblock

use non-blocking I/O

Sending a USR1 signal to a running ‘dd’ process makes it print I/O statistics to standard error and then resume copying.

$ dd if=/dev/zero of=/dev/null& pid=$!

$ kill -USR1 $pid; sleep 1; kill $pid

18335302+0 records in 18335302+0 records out

9387674624 bytes

(9.4 GB) copied, 34.6279 seconds, 271 MB/s

# 7. PRINTER SETUP

In the case of Linux there are two types of printing systems are: BSD printing system and system5. Printing services are handled by a daemon called lpd (line printer daemon). Print jobs are kept into print spooler.

Spooling system has following parts:

* User commands: To start printing
* Queues: store and process print jobs
* Spooling directory: Temporary storage to hold pending jobs. Spool directory must be equal to number of devices connected.
* Server processes: Transfer print jobs from spooling

directory to device. Lpd: Transfer spooler to actual device. Number of lpd must be equal to the number of spool directory plus one.

This one for the master lpd.

Lpdtest: Testing the printer to work correct or not.

* Administrative commands: Starts and stop print jobs To start lpd daemon we use syntax

Lpd[-l] port

-l: Start a logging processes that copy. One of the important parts of the daemon start up procedure is to read the printer configuration file /etc/printcap.

/etc/printcap

Each line represents a printer. This file is used to identify instructions for communication with all printers that are configured and attached to the system. An entry in the printcap file is shown below,

-ljet|lp|ps|postscript|600 dpi 20 ms memory|local|LPT1:||

:lp=/dev/lp0:rw||

:sd=/var/spool/lpd/ljet 4:mx # 0:mc # 0:pl # 72:|

:pw # 85|

:if=/var/log/lpd-errs:if=/usr/local/cap/ljet 4

/etc/printcap contains

1. #(bash mark or pound signs): Identifies comments anywhere in the information in the first column.
2. end with ‘/’: represents line continue with next line.
3. ‘:’:Separate each field.
4. First field contains the name of the variable
5. There must be at least one printer entry in printcap
6. Printer with lp as treated as default printer
7. Printer attached to local system there must be a field

lp=/dev/lp0/:rw

1. Printcap includes so many variables

Printcap variables

Mainly three types of variables are used in printcap.

1. variable assign value using “=”.
2. Assign value using # (numeric) 3. Boolean variable only set Mainly used variables are:
3. sd: Spool directory

Specify spool directory.eg:sd=/var/spool/lpd/ljet.

1. lp: local printer assign local printer device. Contain in /dev/lp0
2. lf:log file: to store error messages
3. rw: read/write open lpd as read/write mode
4. mx: Maximum size of a print job assign zero indicates job at any size
5. if: input filter used to format prints. Default location is /usr/sbin/lpt
6. of: output filter used to format outputs
7. br: baud rate:

exists in the case where local printer connected to serial device

1. pl: page length:

specify the number of lines in a page. Eg: pl # 66 means 66 line/page

1. pw: page width:

specify number of characters in a line. Eg: pw # 85 means 85 characters /line

1. px: number of pixels used in the X-axis
2. py: number of pixels used in the Y-axis
3. sh: suppress header-suppress printing of header
4. rp: remote printer-specify name of the remote printer to be used
5. rm: remote machines-specify ID of the remote machine.
6. rs: restricted access to local printers to those users with account on the system
7. rg: specify restricted group to access printer
8. mc:specifies maximum number of copies
9. sc: single copy

Manage Print Queue

We can manage print queue using three commands:

* Lpq
* Lprm
* Lpc

1. lpq

Display the contents of a queue and status of the printer.

Syntax

Lpq[l][-p printer name][jobid…][user name]

Lpq-Display information about default printer

Lpq –l- more information about default printer such as user, jobid, postion in job queue, title bring printed and status of the file.

Lpq[-l][-p printer name]- Display information about printer specified

Lpq user name – Display the jobs present for a particular user.

1. Lprm

* Remove files from the queue
* User or administrator can remove Syntax

Lprm[-p printer name][-][jobid] user name

Remove all files which is issued by user

Delete all files of all users if no option is specified

3. Lpc

* Line printer control command
* Activate and deactivate printer queue
* Rearrange queue
* Status of any printer
* Lpc can be run on command line or interactive link

# 8.SETTING HOTNAME AND IP ADDRESS

Setting the hostname

NAME

hostname - show or set the system’s host name domainname - show or set the system’s NIS/YP domain name dnsdomainname - show the system’s DNS domain name nisdomainname - show or set system’s NIS/YP domain name ypdomainname - show or set the system’s NIS/YP domain name

SYNOPSIS

hostname [-v] [-a] [--alias] [-d] [--domain] [-f] [--fqdn] [-A] [--all- fqdns] [-i] [--ip-address] [-I] [--all-ip-addresses] [--long] [-s]

[--short] [-y] [--yp] [--nis]

hostname [-v] [-F filename] [--file filename] [hostname]

domainname [-v] [-F filename] [--file filename] [name]

nodename [-v] [-F filename] [--file filename] [name]

hostname [-v] [-h] [--help] [-V] [--version]

dnsdomainname [-v] nisdomainname [-v]

ypdomainname [-v]

DESCRIPTION

Hostname is the program that is used to either set or display the cur-

rent host, domain or node name of the system. These names are used by many of the networking programs to identify the machine. The domain name is also used by NIS/YP.

OPTIONS

-a, --alias

Display the alias name of the host (if used).

-d, --domain

Display the name of the DNS domain. Don’t use the command

domainname to get the DNS domain name because it will show the

NIS domain name and not the DNS domain name. Use dnsdomainname instead.

-F, --file filename

Read the host name from the specified file. Comments

(lines starting with a ‘#’) are ignored. -f, --fqdn, --long

Display the FQDN (Fully Qualified Domain Name).

-A, --all-fqdns

Displays all FQDNs of the machine.

-h, --help

Print a usage message and exit.

-i, --ip-address

Display the IP address(es) of the host.

-I, --all-ip-addresses

Display all network addresses of the host.

-s, --short

Display the short host name. This is the host name cut at the first dot.

-V, --version

Print version information on standard output and exit success- fully.

-v, --verbose

Be verbose and tell what’s going on.

-y, --yp, --nis

Display the NIS domain name. If a parameter is given (or -file name ) then root can also set a new NIS domain.

FILES

/etc/hosts /etc/sysconfig/network

NOTE

Note that hostname doesn’t change anything permanently. After reboot original names from /etc/hosts are used again.

Setting the IP address

NAME

ifconfig - configure a network interface

SYNOPSIS

ifconfig [interface] ifconfig interface [aftype] options | address ...

NOTE

This program is obsolete! For replacement check ip addr and ip link. For statistics use ip -s link.

DESCRIPTION

Ifconfig is used to configure the kernel-resident network interfaces. It is used at boot time to set up interfaces as necessary. After that, it is usually only needed when debugging or when system tuning is needed.

If no arguments are given, ifconfig displays the status of the currently active interfaces. If a single interface argument is given, it displays the status of the given interface only; if a single -a argument is given, it displays the status of all interfaces, even those that are down. Otherwise, it configures an interface.

OPTIONS

interface

The name of the interface up

This flag causes the interface to be activated. down

This flag causes the driver for this interface to be shut down. [-]arp

Enable or disable the use of the ARP protocol on this interface.

[-]promisc

Enable or disable the promiscuous mode of the interface.

[-]allmulti

Enable or disable all-multicast mode metric N

This parameter sets the interface metric. It is not available under GNU/Linux.

mtu N

This parameter sets the Maximum Transfer Unit (MTU) of an interface.

dstaddr addr

Set the remote IP address for a point-to-point link (such as PPP).

netmask addr

Set the IP network mask for this interface.

add addr/prefixlen

Add an IPv6 address to an interface.

del addr/prefixlen

Remove an IPv6 address from an interface. tunnel ::aa.bb.cc.dd

Create a new SIT (IPv6-in-IPv4) device, tunnelling to the given destination.

irq addr

Set the interrupt line used by this device. io\_addr addr

Set the start address in I/O space for this device. mem\_start addr

Set the start address for shared memory used by this device.

# 9.TCP/ IP CONFIGURAION

* Setting the Hostname

[root@DBCPC Desktop]# hostname

DBCPC

[root@DBCPC Desktop]# hostname DBCPC22

[root@DBCPC Desktop]# hostname

DBCPC22

* Setting the IP Address

[root@DBCPC Desktop]# ifconfig eth0 192.168.10.22

[root@DBCPC Desktop]# ifconfig

eth0 Link encap:Ethernet HWaddr 00:27:0E:20:EF:23 inet addr:192.168.10.22 Bcast:192.168.10.255 Mask:255.255.255.0

inet6 addr: fe80::227:eff:fe20:ef23/64 Scope:Link

UP BROADCAST RUNNING MULTICAST MTU:1500

Metric:1

RX packets:18561 errors:0 dropped:0 overruns:0 frame:0 TX packets:5334 errors:0 dropped:0 overruns:0 carrier:0 collisions:0 txqueuelen:1000

RX bytes:8833618 (8.4 MiB) TX bytes:828078 (808.6 KiB)

lo Link encap:Local Loopback inet addr:127.0.0.1 Mask:255.0.0.0

inet6 addr: ::1/128 Scope:Host

UP LOOPBACK RUNNING MTU:16436 Metric:1

RX packets:1127 errors:0 dropped:0 overruns:0 frame:0

TX packets:1127 errors:0 dropped:0 overruns:0 carrier:0 collisions:0 txqueuelen:0

RX bytes:71752 (70.0 KiB) TX bytes:71752 (70.0 KiB)

OR

By Editing /etc/sysconfig/network-scripts/ifcfg-eth0 file.

[root@DBCPC Desktop]# vi /etc/sysconfig/network-scripts/ifcfg-eth0

DEVICE=eth0

HWADDR=00:27:0E:20:EF:23

TYPE=Ethernet

#UUID=4a89e6f5-d233-4e30-a91c-6dc54e401e95

ONBOOT=yes

#DNS1=192.168.10.24

#DOMAIN=vipi.edu

NM\_CONTROLLED=yes

BOOTPROTO=static

IPADDR=192.168.10.22

NETWORK=192.168.10.0

NETMASK=255.255.255.0

BROADCAST=192.168.10.255

#GATEWAY=192.168.10.29

USERCTL=no

PEERDNS=yes

IPV6INIT=no

• Setting the route

[root@DBCPC Desktop]# route add -net 192.168.10.0 netmask

255.255.255.0 dev eth0

[root@DBCPC Desktop]# service network restart

Shutting down interface eth0: Device state: 3 (disconnected)

[ OK ]

Shutting down loopback interface: [ OK ] Bringing up loopback interface: [ OK ] Bringing up interface eth0:

# 10.TELNET CONFIGURATIONS

NAME

telnet - user interface to the TELNET protocol

SYNOPSIS

telnet [-8EFKLacdfrx] [-X authtype] [-b hostalias] [-e escapechar]

[-k realm] [-l user] [-n tracefile] [host [port]]

DESCRIPTION

The telnet command is used to communicate with another host using the TELNET protocol. If telnet is invoked without the host argument, it enters command mode, indicated by its prompt (telnet>).

The options are as follows:

-7

Strip 8th bit on input and output. Telnet is 8-bit clean by default but doesn’t send the TELNET BINARY option unless forced.

-8

Specifies an 8-bit data path. This causes an attempt to negotiate the TELNET BINARY option on both input and output.

-E

Stops any character from being recognized as an escape character.

-F

If Kerberos V5 authentication is being used, the -F option allows the local credentials to be forwarded to the remote system, including any credentials that have already been forwarded into the local environment.

-K

Specifies no automatic login to the remote system

-L

Specifies an 8-bit data path on output. This causes the BINARY option to be negotiated on output.

-X atype

Disables the atype type of authentication.

-a

Attempt automatic login. Currently, this sends the user name via the USER variable of the ENVIRON option if supported by the remote system.

-f

If Kerberos V5 authentication is being used, the -f option allows the local credentials to be forwarded to the remote system.

-l user

When connecting to the remote system, if the remote system understands the ENVIRON option, then user will be sent to the remote system as the value for the variable USER.

-n tracefile

Opens tracefile for recording trace information. See the set tracefile command below.

-r

Specifies a user interface similar to rlogin(1). In this mode, the escape character is set to the tilde (~) character, unless modified by the

-e option.

-x

Turns on encryption of the data stream if possible.

disable type

Disables the specified type of authentication enable type

Enables the specified type of authentication status

Lists the current status of the various types of authentication.

close

Close a TELNET session and return to command mode. display argument [...]

Displays all, or some, of the set and toggle values (see below).

encrypt argument [...]

The encrypt command manipulates the information sent through the TELNET ENCRYPT option.

logout

Sends the TELNET LOGOUT option to the remote side. This command is similar to a close command.

**OUTPUT**

[root@DBCPC22 Desktop]# chkconfig telnet on [root@DBCPC22 Desktop]# telnet 192.168.10.11 Trying 192.168.10.11...

Connected to 192.168.10.11.

Escape character is '^]'.

Red Hat Enterprise Linux Server release 6.4 (Santiago) Kernel 2.6.32-358.el6.x86\_64 on an x86\_64

login: shilpa

Password:

Last login: Wed Dec 2 15:24:30 from DBCPC12

[shilpa@DBCPC11 ~]$ ls

Desktop Downloads Music Public Untitled document

Documents h Pictures Templates Videos

[shilpa@DBCPC11 ~]$ logout

Connection closed by foreign host.

[root@DBCPC22 Desktop]#

**11.CONFIGURING NETWORK INFORMATION SERVICE(NIS)**

The NIS is any administrative database that provides central control and automatic dissemination of important administrative files. NIS converts several standard UNIX files into databases that can be queried over the network. The databases are called NIS maps. Some maps are created from files that are used for system adminstrations, such as the password file *(/etc/passwd*) and the group file *(/etc/group*). Others are derived from files related to network administrations.

/etc/ethers

Creates the NIS maps ethers. byaddr and ethers. byname .

/etc/hosts

Produces the maps hosts. byname and hosts.byaddr.

/etc/networks

Produces the maps networks. byname and host.byaddr.

/etc/protocols

Produces a single maps called service. byname.

/etc/aliases

Defines electronic mail aliases and produces the maps mail. aliases and mail.byaddr.The advantage of using NIS is that these important administrative files can be maintained on a central server and yet completely accessible to every workstation on the network. All of the maps are stored on a master server that runs the NIS server processes *ypserv*. The maps are queried remotely by client systems. Clients run *ypbind* to locate the server.

The NIS server and its client are a NIS domain–a term NIS shares with DNS. The NIS domain is identified by a domain name. The only requirements or the name is that different NIS domains accessible through the same local networks must have different names.

NIS uses its domain name to create a directory within */var/yp* where the NIS maps are stored.

*ypinit* builds the domain sub directory of */var/yp* for the current default domain after building the domain sub directory, *ypinit* builds a complete set of the syntax of *ypinit* is

/usr/lib/yp/ypinit [ -m ] [ -s master\_name ]

Options

-m - If the local host is the NIS master:

-s - Set up a slave server with the database from masre\_name

NIS Server Configurations

Configured NFS

1. Setup
   1. Disable named

Activate portmap and ypserv

1. run/bin/domainname mca
2. run/usr/lib/yp/ypinit-m

[root @ localhost yp]# /usr/lib/yp/ypinit-m

At this point, we have to construct a list of the hosts, which will run NIS servers. localhost.localdomain is in the list of NIS server hosts. Please continue to add the names for the other hosts, one per line. When you are done with the list, type < control D>.

next host to add: localhost.localdomain

next host to add:

The current list of NIS servers look like this:

localhost.localdomain

is this correct? [y/n: y ] y

We need a few minutes to build the database….

Building /var/yp/mca/ypservers…

Running /var/yp/Makefile…

gmake [1]: Entering directory ‘/var/yp/mca’

Updating passwd.byname…

Updating passwd.byuid….

Updating group.byname…

Updating group.bygid…

Updating hosts.byname…

gmake[1]: Leaving directory ‘/var/yp/mcaa’

localhost.localdomain has been set up as a NIS master server.

Now you can run ypinit –s locahost.localdomain on all slave server.

1. [root@localhost yp]# service portmap restart
2. [root@localhost yp]# service nfs restart
3. [root@localhost yp]# service ypserv restart

Clients configuration

1. Setup

Authentication Configuration

Enter the domain name and server address

[\*] Use NIS

Domain: mca

Server: 192.168.1.100

1. Mount the server home directory.

Edit /etc/fstab

192.168.1.100:/home nfs defaults 00

1. mount –a
2. Service ypbind restart
3. Login with new username and password to the server system.

RESULT:

The network was configured with NIS and was able to login to the system.

**12.CONFIGURING DHCP**

DHCP stands for Dynamic Host Configuration Protocol .It is used to control running clients with the help of server .It dynamically distributes IP address and configuration to clients with the help of server. DHCP was developed to alleviate many of the following shortcomings of BOOTP and to accomplish the following:

* DHCP allows administrators to control configuration parameters on their network.
* Clients using DHCP can be dynamically configured. This allows additions and changes to networks without the need to visit each individual host or workstation.
* DHCP provides a dynamic database for IP address allocation. These IP addresses, when no longer in use, can be reclaimed via lease.
* For fault tolerance, multiple DHCP servers can service one or more subnet.

DHCP provides three important features:

1. Backward compatibility:

A DHCP server can support BOOTP clients. Properly configured; a DHCP server can support all the clients.

2. Full configurations:

A DHCP server provides complete set of TCP/IP configuration parameters. The network administrator can handle the entire configurations.

3. Dynamic address assignments

A DHCP server can provide permanent addresses manually, permanent automatically, and temporary address dynamically. The network administrator can tailor the type of address to the needs of the network and the client system

DHCP server setup

Linux provides DHCP server daemon called dhcpd.In setup enable dhcpd daemon .The configuration information of DHCP contained in the file

/etc/dhcpd.conf. Normally it has to be created in the /etc directory.

The contents of /etc/dhcpd.conf file will look like

default – lease – time 600;

max – lease – time 7200;

get – lease – hostnames true;

Option – subnet – mask 255.255.255.0;

Option – domain – name – server 172.16.12.1,172.16.3.5;

Option – lpr – servers 172.16.12.1;

Option – interface – mtu 1500

Subnet 172.16.13.0 net mask 255.255.0.0

{

Option routers 172.16.3.25;

Option broadcast - address 172.16.3.255;

Range 172.16.3.50 172.16.3.250;

}

Subnet 172.16.12.0 net mask 255.255.0.0

{

Range 172.16.12.64 172.16.12.192;

Range 172.16.12.200 172.16.12.250;

}

Host peanut

{

Hardware Ethernet 08:80:20:01:59:c3;

Fixed address 172.16.12.2;

}

ILLUSTRATION: DHCP SERVER SETUP

First,we have to create DHCP daemon configuration file. So we edit /etc/dhcp.conf file.The main thing we have to do here is assign an IP address to a client randomly. This done setting the /etc/dhcp.conf as:

ddns-update-style ad-hoc;

default-lease-time 600;

max-lease-time 7200;

option subnet-mask 255.255.255.0;

option broadcast-address 192.168.1.255;

Subnet 192.168.1.0 netmask 255.255.255.0

{

Range 192.168.1.50 192.168.1.250;

}

Host nice

{

Hardware Ethernet 00:40:f4:31:c9:9e;

Fixed-address 192.168.1.2;

}

This will result in DHCP server assigning a client an IP address from the range 192.168.1.50 to 192.168.1.250.The lease for the IP address will be 600 seconds and maximum lease time will be 7200 seconds.The server will tell the client to use the subnet mask as 255.255.255.0 and broadcast address as 192.168.1.255.

Also, we can assign specific IP address to the clients based on their hardware Ethernet address.

The above code will assign IP address 192.168.1.2 to the client with hardware Ethernet address 00:40:f4:31:c9:9e.

After editing the file, we have to restart the DHCP server.This is done by issuing the command service dhcpd restart. When the dhcpd server start , it will create a file called dhcpd.leases in the /var/lib/dhcpd directory. if the file is not automatically created ,we have to create a file and save it. The file will have the entries like

lease 192.168.1.61 {

starts 2 2006/02/21 06:21:14;

ends 2 2006/02/21 06:31:14;

tstp 2 2006/02/21 06:31:14;

binding state free;

hardware ethernet 00:40:f4:31:b2:6b;

}

#### ILLUSTRATION: DHCP CLIENT

To make system as DHCP client, we have to edit the file /etc/sysconfig/network-scripts/ifcfg-eth0.In the file, we remove entries IPADDR,NETMASK and BROADCAST .Then ,we have to assign BOOTPROTO to DHCP. Then the will look like

DEVICE =etho

ONBOOT=yes

BOOTPROTO=DHCP

After saving the file and rebooting the system, the server will supply an IP address. To check the IP address ,we use the ifconfig command.

eth0 Link encap:Ethernet HWaddr 00:40:f4:31:c9:9e;

inet addr:192.168.1.2 Bcast:192.168.1.255 Mask:255.255.255.0

UP BROADCAST RUNNING MULTICAST MTU:1500 Metric:1

RX packets:402 errors:0 dropped:0 overruns:0 frame:0

TX packets:19 errors:0 dropped:0 overruns:0 carrier:0

collisions:0 txqueuelen:100

RX bytes:57508 (56.1 Kb) TX bytes:1140 (1.1 Kb)

Interrupt:5 Base address:0xc00

lo Link encap:Local Loopback

inet addr:127.0.0.1 Mask:255.0.0.0

UP LOOPBACK RUNNING MTU:16436 Metric:1

RX packets:664 errors:0 dropped:0 overruns:0 frame:0

TX packets:664 errors:0 dropped:0 overruns:0 carrier:0

collisions:0 txqueuelen:0

RX bytes:44941 (43.8 Kb) TX bytes:44941 (43.8 Kb)

##### RESULT

A system was configured as server and a set of system as DHCP clients. It was verified that the DHCP server assigned an IP address to the clients within the range specified. Fixed addressing also was verified.

**13.CONFIGURING SAMBA SERVER**

Samba is a suite of Unix application that speaks the SMB [Server Message Block] protocol. SMB, which stands for Server Message Block, is a protocol for sharing files, printers, and serial ports, and communications abstractions such as named pipes and mail slots between computers. SMB is a client Server, request-response protocol. By supporting this protocol, samba allows Unix Servers to communicate with the same networking protocol as Microsoft Windows Products. Samba effectively allows using a Linux Server as a network server for group of windows machines operating on window network. The can share files between them.

We can do these things with Samba

* Share directories, printers and CD-ROM drives on a Linux machine with Windows machines.

# Access an SMB share (any storage shared on a Windows host) or a printer on a Windows client with Linux machines.

# Samba Daemons:

The Samba suite revolves around a pair of Unix daemons that provide shared resources to SMB clients on the network. These daemons are:

smbd

A daemon that allows file and printer sharing on an SMB network and provides authentication and authorization for SMB clients. It handles all the notifications between the samba server and the network clients. In addition, it is responsible for user authentication, resource locking and data sharing through the smb protocol.

nmbd

A daemon that looks after the Window Internet Name Service (WINS), and assist with browsing. This daemons listens for name server requests and provides appropriate information when called upon

Samba Configuration Files:

smb.conf, the configuration file for Samba. By default, the smb.conf is in /etc/samba/

This file is separated into two basic parts. One for global option and other for shared services. A shared service can either be a file space service or printable service. The file-space service is a directory to which clients are given access and use the space in it as an extension of their local file system. A printable service provides access by events to print services, such as printers managed by the Samba Server.

The Samba configuration file structure is as shown below

[global]

---------

[homes]

----------

[printers]

----------

[tmp]

Names inside the square brackets define the unique sections. The [global] section defines a few variables that Samba will use to define sharing for all resources. The [homes] section allows a remote user to access their home directory on the local (Linux) machine. The [printer] section allows sharing of printers. The [tmp] section allow share of files. The remaining are individual configuration options unique to that service. These options will continue until a new-bracketed section encounters, or until end of the file is reached.

This file can be edited as per the requirements of the user. Many entries are commented using a semicolon or a #. This can be removed to make the lines effective. smbpasswd, is the file stores passwords for various users added to Samba. By default, it is in /etc/samba/ . The log file for Samba is /var/log/samba/smb.log

## Setting up a Samba Server

Modify the existing smb.conf . A sample configuration file is shown below:

# global section influences all other services

[global]

#specify netbios name

netbios name = thunder

# current\_machine’s IP address

interfaces = 192.168.1.29

server string = Samba server

# Allowable networks for accessing this machine

hosts allow = 192.168.1. 192.168.2. 127.

log file = /var/log/samba/smb.log

smb passwd file = /etc/samba/smbpasswd

max log size = 10

# Workgroup for windows client

workgroup = WORKGROUP

guest account = nobody

# Connection validity checking interval

keep alive = 10

encrypt passwords = yes

# Registered users of Samba Server

valid users = louis root

# Printing Type

printing = bsd

printcap name = /etc/printcap

load printers = yes

print command = /usr/bin/lpr -r -P%p %s

lpq command = /usr/bin/lpq -P%p

lprm command = /usr/bin/lprm -P%p %j

# Ignores case

case sensitive = no

socket options = TCP\_NODELAY SO\_RCVBUF=8192 SO\_SNDBUF=8192

# service: allows access to home directories of users

[homes]

comment = Home directories

valid users = %S

browseable = no

writable = yes

# Allows writable access

create mode = 0666

directory mode = 0777

# service: allows access to a directory specified

[tmp]

comment = Browse-Me

# Other directories shared

path = /samba\_share

browseable = no

read only = no

writable = yes

public = yes

create mode = 0666

# service: allows access to optical drive

[cdrom]

comment = Linux Optical Drive

path = /mnt/cdrom

read only = yes

# Allows simultaneous access from various windows clients on cd-rom drive

locking = no

# service: allows access to printers connected in Linux

[printers]

comment = All Printers

path = /var/spool/samba

browseable = no

printable = yes

writable = no

*NOTE*: For sharing a printer, you must first configure your printer on the Linux machine using the printtool utility. Issue the following commands:

testparm configfilename *filename*

To Test validity of smb.conf file using test parser. Here you will get a message saying all the sections in the smb.conf file are processed and allowed the requested connections to above said sections

service *smb* start

For starting SMB and NMB services

smbpasswd [ -a *username* ]

Adds a new user for Samba. If the given user already exists, this simply changes his/her password

nmblookup *hostname*

For mapping machine name to IP address, you have to supply hostname

* Getting the Windows machine from our Linux machine on the LAN

smbclient -s *samba\_configuration-file* -U *smb\_username* -W *workgroup* -L *hostname*

smbclient can communicate to an SMB/CIFS server. This is for testing Samba daemons. Here you will get a message saying the interface of the Samba Server machine is added, and a positive response is received from the Samba Server machine. Then you will be asked for your password. This displays summary of requested services and configuration setup with available Samba Servers on the network along with the Server on the current machine.

mount -t smbfs -o username=*name* //*windows\_host*/*share\_directory* /*target directory*

This is for mounting a remote samba share into the specified directory on our Linux machine. You will be again asked your password. With –t specify file system as smbfs. Username=name allows an ordinary Samba user to mount the file system. Likewise you may mount any storage (can also be a removable storage) to specified directory.

You can use printtool utility to detect, configure and install driver for the printer connected to a Windows machine.

* Getting the Linux machine from a Windows machine on the LAN

Browse the ‘Network Neighborhood’ or ‘My Network Places’ on the Windows client. Search for the computer having the netbios name (normally hostname) of the your Linux machine on which you have setup the Samba server on the network. You may find it and will be asked the password for logging into the machine (in case where guests are not allowed). Provide the name of any registered valid Samba user and his password. After logging in you can have access to your home directory, other shared directories, optical drives (if any), and printers connected to this Linux machine.

**14. DOMAIN NAME SERVICE**

## INTRODUCTION

In networking, names as well as IP addresses are assigned to devices. IP addresses are four-byte integer number, each byte separated by a period (.). The name of the machine is a collection of characters. The hostname and the IP address can be used interchangeably. But network connection always takes place based on an IP address. The system converts hostname to an address before the network connection is established. Then the question arises why to assign both the name and an address to a host, would not an IP Address suffice? The answer lies in the fact that it is cumbersome to remember addresses for the human mind while it is easy to remember the names.

ZONE

The term zone is often used interchangeably with the word domain. But, it is a collection of domain information contained in a domain database file. This file that contains the domain information is called the zone file. Each name server communicates with the zone. Each zone has at least one name server responsible for knowing the address information for each machine within that zone.

SERVER CONFIGURATION

The daemon we use with DNS configuration is named. The following files have to be configured to configure named.

1) named.conf: Configuring this file sets the general named parameters and points to the sources of domain database. The selected zone also is configured here. The configuration statements of this file are the following

1. directory: Defines the directory for all subsequent file references
2. primary: Defines the server as primary for the specified zone
3. secondary: Defines the server as secondary for the specified zone
4. cache: points to the cache file
5. forwarders: Lists the servers to which the queries are forwarded.
6. options: Specifies the global options.

zone command

The zone command is used to specify domains that the nameserver will serve. The keyword zone should be followed by the domain name placed within double quotes. Several options can be placed in the zone block. After the domain name the class has to be specified. The class for Internet is IN. Several options can be placed within the zone statement. Two essential options are type and file. The type is used to specify the zone’s type and file is used to specify the name of the zone file to be used for that zone.

The type can be master, slave, stub, forward and hint. Master stands for the primary server; slave indicates that the server is a secondary server, which has to be updated periodically, stub zone copies only other name server entries, instead of the entire zone, a forward zone directs all queries to name servers specified by the forwarders statement and hint zone specifies the set of root name servers used by all Internet DNS servers.

e.g. zone “don.edu” in

{

type master;

file don.edu.zone

}

There are other statements within this file. They are acl, server, options and logging. The options statement defines global option and can be used once in the configuration file. Two important option statements commonly found are the directory option and the forwarders option. The directory option holds the location of the name server’s zone and the cache file on your system. The Forwarders option contains the list of name servers to which queries are forwarded if they cannot be resolved by the local DNS server.

e.g. options{

directory “/var/named”;

forwarders { 192.168.1.34;

192.168.1.47;

};

};

2) named.local: This file is used to locally reserve the loop back address

3) named.ca: This file contains all the root level domains.

4) named.host: This is the file that maps host names to the IP addresses.

5) named.rev: It is the zone file for the reverse domain that maps IP address to the host name

All the files except the named.conf contain information in the form of resource records. Resource Records are explained in detail below.

ILLUSTRATION FOR SETTING A DNS SERVER

The system that is selected as the server has the IP Address 192.168.1.17. The Domain name of the network is don.edu. The host name of the server machine is shijo. The two systems selected as the clients are 192.168.1.175 and 192.168.1.50. The domain names of the clients are shimna and litty respectively. Steps for configuration are listed below.

\* Login to the root

\* Activate the named daemon in the network setup

\* Edit the /etc/named.conf file

zone “don.edu” IN { type master; file “don.edu.zone”;

};

\* Create the zone file don.edu.zone in the /var/named directory

The file should contain the following statements

$TTL 86400

@ IN SOA don.edu. root.don.edu { 42 ; serial

3H ; refresh 15M ; retry 1N ; expire

1D ; minimum

IN NS DBCPC24 don.edu

DBCPC IN 192.168.10.24

\* Edit the file /etc/resolv.conf

nameserver 192.168.1.17

search don.edu.

\* Restart the daemon with the following command

# service named restart

ILLUSTRATION FOR SETTING A DNS CLIENT

\* Edit the file /etc/resolv.conf

nameserver 192.168.1.17

search don.edu.

\*Edit the file /etc/sysconfig/network scripts/ifconfig.eth0

DNS1 192.168.1.17

DOMAIN = don.edu

Service network restart

Service named restart

Ping DBCPC

DIG Command

This command is used to retrieve the host name with the –x option followed by the IP address of the system.

E.g., dig –x 192.168.1.175

This command will return the following information

•Question section: Which redisplays the queried IP address

•Answer Section: It gives the corresponding host name

•Authority section: It gives the server name

•Additional section: This displays the IP address of the server

The remote systems can be pinged using the host name supplied by the dig –x command.

RESULT :

One Host in the don.edu domain was configured as the DNS server and two hosts were configured as DNS clients. The Zone file in the server assigned the host names of the clients to the IP Addresses. And it was possible to communicate between the systems using the host name. DNS Reverse Mapping was configured successfully and tested using dig command.

**15.FTP CONFIGURATION**

# Example config file /etc/vsftpd/vsftpd.conf

#

# The default compiled in settings are fairly paranoid. This sample file

# loosens things up a bit, to make the ftp daemon more usable.

# Please see vsftpd.conf.5 for all compiled in defaults.

#

# READ THIS: This example file is NOT an exhaustive list of vsftpd options.

# Please read the vsftpd.conf.5 manual page to get a full idea of vsftpd's

# capabilities.

#

# Allow anonymous FTP? (Beware - allowed by default if you comment this out).

anonymous\_enable=YES

#

# Uncomment this to allow local users to log in.

local\_enable=YES

#

# Uncomment this to enable any form of FTP write command.

write\_enable=YES

#

# Default umask for local users is 077. You may wish to change this to 022,

# if your users expect that (022 is used by most other ftpd's)

local\_umask=022

#

# Uncomment this to allow the anonymous FTP user to upload files. This only

# has an effect if the above global write enable is activated. Also, you will

# obviously need to create a directory writable by the FTP user.

#anon\_upload\_enable=YES

#

# Uncomment this if you want the anonymous FTP user to be able to create

# new directories.

#anon\_mkdir\_write\_enable=YES

#

# Activate directory messages - messages given to remote users when they

# go into a certain directory.

dirmessage\_enable=YES

#

# The target log file can be vsftpd\_log\_file or xferlog\_file.

# This depends on setting xferlog\_std\_format parameter

xferlog\_enable=YES

#

# Make sure PORT transfer connections originate from port 20 (ftp-data).

connect\_from\_port\_20=YES

#

# If you want, you can arrange for uploaded anonymous files to be owned by

# a different user. Note! Using "root" for uploaded files is not

# recommended!

#chown\_uploads=YES

#chown\_username=whoever

#

# The name of log file when xferlog\_enable=YES and xferlog\_std\_format=YES

# WARNING - changing this filename affects /etc/logrotate.d/vsftpd.log

#xferlog\_file=/var/log/xferlog

#

# Switches between logging into vsftpd\_log\_file and xferlog\_file files.

# NO writes to vsftpd\_log\_file, YES to xferlog\_file

xferlog\_std\_format=YES

#

# You may change the default value for timing out an idle session.

#idle\_session\_timeout=600

#

# You may change the default value for timing out a data connection.

#data\_connection\_timeout=120

#

# It is recommended that you define on your system a unique user which the

# ftp server can use as a totally isolated and unprivileged user.

#nopriv\_user=ftpsecure

#

# Enable this and the server will recognise asynchronous ABOR requests. Not

# recommended for security (the code is non-trivial). Not enabling it,

# however, may confuse older FTP clients.

#async\_abor\_enable=YES

#

# By default the server will pretend to allow ASCII mode but in fact ignore

# the request. Turn on the below options to have the server actually do ASCII

# mangling on files when in ASCII mode.

# Beware that on some FTP servers, ASCII support allows a denial of service

# attack (DoS) via the command "SIZE /big/file" in ASCII mode. vsftpd

# predicted this attack and has always been safe, reporting the size of the

# raw file.

# ASCII mangling is a horrible feature of the protocol.

#ascii\_upload\_enable=YES

#ascii\_download\_enable=YES

#

# You may fully customise the login banner string:

#ftpd\_banner=Welcome to blah FTP service.

#

# You may specify a file of disallowed anonymous e-mail addresses. Apparently

# useful for combatting certain DoS attacks.

#deny\_email\_enable=YES

# (default follows)

#banned\_email\_file=/etc/vsftpd/banned\_emails

#

# You may specify an explicit list of local users to chroot() to their home

# directory. If chroot\_local\_user is YES, then this list becomes a list of

# users to NOT chroot().

#chroot\_local\_user=YES

#chroot\_list\_enable=YES

# (default follows)

#chroot\_list\_file=/etc/vsftpd/chroot\_list

#

# When "listen" directive is enabled, vsftpd runs in standalone mode and

# listens on IPv4 sockets. This directive cannot be used in conjunction

# with the listen\_ipv6 directive.

listen=YES

#

# This directive enables listening on IPv6 sockets. To listen on IPv4 and IPv6

# sockets, you must run two copies of vsftpd with two configuration files.

# Make sure, that one of the listen options is commented !!

#listen\_ipv6=YES

pam\_service\_name=vsftpd

userlist\_enable=YES

tcp\_wrappers=YES

[root@DBCPC20 Desktop]# service vsftpd restart

Shutting down vsftpd: [ OK ]

Starting vsftpd for vsftpd: [ OK ]

You have new mail in /var/spool/mail/root

[root@DBCPC20 Desktop]# ftp 192.168.10.11

Connected to 192.168.10.11 (192.168.10.11).

220 (vsFTPd 2.2.2)

Name (192.168.10.11:root): anonymous

331 Please specify the password.

Password:

230 Login successful.

Remote system type is UNIX.

Using binary mode to transfer files.

ftp> ls

227 Entering Passive Mode (192,168,10,11,134,226).

150 Here comes the directory listing.

drwxr-xr-x 2 0 0 4096 Mar 02 2012 pub

226 Directory send OK.

ftp> exit

221 Goodbye.

**16. NETWORK FILE SYSTEM CONFIGURATIONS (NFS)**

The network file system is a distributed file system that provides transparent access to remote disks. NFS allows us to centralize administration of disks. Instead of duplicating common directories such as */usr/local* on every system, NFS provides a single copy of the directory that is shared by all systems on the network. To host running NFS, remote file systems are indistinguishable from local ones.

Setting up NFS

Setting up NFS on clients and servers involves starting the domains that handle the NFS RPC protocol, starting additional daemons for auxiliary services such as file locking and then simply exporting file systems from the NFS servers and mounting them on the clients.

On an NFS client, we need to have the *lockd* and *statd* daemons running in order to use NFS. These daemons are generally started in a boot script.

On an NFS server, NFS services are started with the *nfsd* daemon as well as the file locking daemons used on the client.

# Exporting file systems by the server

Usually a host decided to become an NFS server if it has file systems to export to the network. A server keeps a list of currently exported file system and associated access restrictions in a file and compares incoming NFS mount requests to entries in this table. It is up to the server to decide if the client can mount a file system.

The exported file system table is initialized from the */etc/exports* file. The super user may export other file system once the server is up and running, so the */etc/exports* file and the actual list of currently exported file systems, */etc/xtab* are maintained separately.

After the server system is up the super user can export additional file systems via the *exportfs* command. The *exportfs* command is used to maintain the current table of exported file systems for NFS.

Syntax of *exportfs* is

exportfs –a

Mounting file systems by the Client system

NFS client can mount any file system, or part of a file system. That has been exported from an NFS server. File system can be mounted explicitly using the mount command.

mount< nfs server IP addr>:<remote fs><local mount point>

The mount command assumes that the type is NFS if a host address appears in the device specification.

# Server setup

1. Activate nfs daemon

Setup : activate nfs

1. Export the file system
   1. Edit the file/etc/exports give the

Vi/etc/exports

/home/crab \*(rw)

/home/siraj \*(rw)

# Client setup

mount the remote file system

mount 192.168.1.120:/home/crab/mnt/nfs/crab

17.WEBSERVER CONFIGURATION

Server setup

\* Activate httpd daemon activate httpd

\* Activate the named daemon in the network setup

\* Edit the /etc/named.conf file

zone “don.edu” IN { type master; file “don.edu.zone”;

};

\* Create the zone file don.edu.zone in the /var/named directory

The file should contain the following statements

$TTL 86400

@ IN SOA don.edu. root.don.edu { 42 ; serial

3H ; refresh 15M ; retry

1N ; expire

1D ; minimum

IN NS DBCPC24 don.edu

DBCPC IN 192.168.10.24

\* Edit the file /etc/resolv.conf

nameserver 192.168.1.17

search don.edu.

\* Restart the daemon with the following command

# service named restart

[root@DBCPC6 Desktop]# vi /etc/httpd/conf/httpd.conf

Name VirtualHost 192.168.10.7

<VirtualHost 192.168.10.7>

Servername “dbc7.hari.edu”

DocumentRoot /home/httpd/html/dbc7

</VirtualHost>

[root@DBCPC6 Desktop]# cd /home

[root@DBCPC6 home]# mkdir httpd

[root@DBCPC6 home]# cd httpd

[root@DBCPC6 httpd]# mkdir html

[root@DBCPC6 httpd]# cd html

[root@DBCPC6 html]# mkdir dbc7

[root@DBCPC6 html]# cd dbc7

[root@DBCPC6 dbc7]# vi index.html

<html>

<body>

Welcome!!!!!!!

</body>

</html>

[root@DBCPC6 dbc7]#service httpd restart

OUTPUT
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**18.TCP CHAT PROGRAM**

//chat server

#include<stdio.h>

#include<sys/types.h>

#include<sys/socket.h>

#include<sys/stat.h>

#include<netinet/in.h>

#include<netdb.h>

#include<stdio.h>

#define MYPORT 5009

#define BACKLOG 3

#define MAXBUF 100

int main(void)

{

int server\_sockfd,client\_sockfd;

int client\_len,len,i,result,cmp;

struct sockaddr\_in addr\_s,addr\_c;

char buf[MAXBUF];

char message[100];

printf("Press ^c to terminate\n");

if((server\_sockfd=socket(AF\_INET,SOCK\_STREAM,0))==-1)

{

printf("\nError in socket creation");

exit(1);

}

addr\_s.sin\_family=AF\_INET;

addr\_s.sin\_addr.s\_addr=INADDR\_ANY;

addr\_s.sin\_port=htons(MYPORT);

bzero(&(addr\_s.sin\_zero),8);

if(bind(server\_sockfd,(struct sockaddr\*)&addr\_s,sizeof(addr\_s))==-1)

{

printf("Bind error.\n");

exit(1);

}

if(listen(server\_sockfd,BACKLOG)==-1)

{

printf("Listen error.\n");

exit(1);

}

printf("Server:waiting.\n");

if((client\_sockfd=accept(server\_sockfd,(struct sockaddr\*)&addr\_c,&client\_len))==-1)

{

printf("Accept error.\n");

exit(1);

}

while(1)

{

if((len=recv(client\_sockfd,buf,sizeof(buf),0))==-1)

{

printf("Receive error.\n");

exit(1);

}

buf[len]='\0';

printf("<client> %s\n",buf);

printf("Server>");

gets(buf);

printf("\n");

if((result=send(client\_sockfd,buf,sizeof(buf),0))==-1)

{

printf("Sending error.");

exit(1);

}

}

close(client\_sockfd);

close(server\_sockfd);

return 0;

}

//chat client

#include<sys/types.h>

#include<sys/socket.h>

#include<sys/stat.h>

#include<stdio.h>

#include<unistd.h>

#include<sys/un.h>

#include<netinet/in.h>

#include<arpa/inet.h>

#include<netdb.h>

#define MYPORT 5009

#define MAXBUF 100

int main(int argc,char \*argv[])

{

int sockfd,result,len,cmp;

char buf[MAXBUF];

struct sockaddr\_in address;

char message[100];

struct hostent \*he;

if((he=gethostbyname(argv[1]))==NULL)

{

printf("Error.\n");

exit(1);

}

if((sockfd=socket(AF\_INET,SOCK\_STREAM,0))==-1)

{

printf("Socket creation error.\n");

exit(1);

}

address.sin\_family=AF\_INET;

address.sin\_addr=\*((struct in\_addr\*)he->h\_addr);

address.sin\_port=htons(MYPORT);

bzero(&(address.sin\_zero),8);

printf("Client IP:%s\n",inet\_ntoa(address.sin\_addr));

result=connect(sockfd,(struct sockaddr\*)&address,sizeof(address));

if(result==-1)

{

printf("Connection error.\n");

exit(1);

}

printf("\n");

do

{

printf("<client>");

gets(buf);

printf("\n");

cmp=strcmp(buf,"quit");

if(cmp!=0)

{

if((result=send(sockfd,buf,sizeof(buf),0))==-1)

{

printf("Send error.\n");

exit(1);

}

if((len=recv(sockfd,buf,sizeof(buf),0))==-1)

{

printf("Receive error.\n");

exit(1);

}

printf("<server>");

buf[len]='\0';

printf("%s",buf);

printf("\n");

}

else

{

strcpy(buf,"Client disconnected");

send(sockfd,buf,sizeof(buf),0);

exit(1);

}

}while(strcmp(buf,"quit"));

close(sockfd);

exit(0);

}

**19.TCP WRAPPER**

HOST.ALLOW

This file contains access rules which are used to allow or deny connections to network services that either use the tcp\_wrappers library or that have been started through a tcp\_wrappers-enabled xinetd.

HOST.DENY

This file contains access rules which are used to deny connections to network services that either use the tcp\_wrappers library or those have been started through a tcp\_wrappers-enabled xinetd. The rules in this file can also be set up in /etc/hosts.allow with a 'deny' option instead.

**20. FILE TRANSFER USING SOCKET**

#### ALGORITHM

#### Server side

Step 1: start

Step 2: input header files

Step3: declare variables

Step 4: declare variables of sock addr\_in for storing server and client address

Step 5: initialize the server socket address with family, port number and IP

address

Step 6: create the socket

Step 7: bind the socket with socket address

Step 8: repeat through step 12 as long as there is something to communicate

Step 9: receive the file from the client

Step 10: open and read the requested file.

Step11: send file to the client

Step12: close the sockets

Step13: stop

#### Client side

Step 1: start

Step 2: include necessary header files

Step3: declare variables

Step 4: declare sock addr\_in variables for storing server address

Step 5: initialize the server socket address with family, port number and IP

address of the server

Step 6: create the socket

Step 7: read and send the filename to the server

Step 10: receive file content from the server

Step 11: display data on the monitor

Step 12: Stop

// ftp server

#include <sys/types.h>

#include <sys/socket.h>

#include <sys/stat.h>

#include <netinet/in.h>

#include <netdb.h>

#include <stdio.h>

#include <fcntl.h>

#define MYPORT 5006

#define BACKLOG 3

#define MAXBUF 100

int main(void)

{

int server\_sockfd,client\_sockfd;

int client\_len,len,il,ll,fd,cou,bs,ls,length;

struct sockaddr\_in addr\_s,addr\_c;

char buf[MAXBUF],input[20],a[20],c;

server\_sockfd=socket(AF\_INET,SOCK\_STREAM,0);

if(server\_sockfd==-1)

{

printf("socket creation error");

exit(1);

}

addr\_s.sin\_family = AF\_INET;

addr\_s.sin\_addr.s\_addr = INADDR\_ANY;

addr\_s.sin\_port = htons(MYPORT);

bzero(&(addr\_s.sin\_zero),8);

bs=bind(server\_sockfd, (struct sockaddr\*)&addr\_s, sizeof(addr\_s));

if(bs==-1)

{

printf("Binding error");

exit(1);

}

ls=listen(server\_sockfd,BACKLOG);

if(ls==-1)

{

printf("Listen error");

exit(1);

}

while(1)

{

printf("\nServer : Waiting.....\n");

client\_len=sizeof(struct sockaddr);

client\_sockfd=accept(server\_sockfd, (struct sockaddr\*)&addr\_c, &client\_len);

if(client\_sockfd==-1)

{

printf("Accept error\n");

exit(1);

}

len=recv(client\_sockfd, buf, sizeof(buf), 0);

if(len==-1)

{

printf("Receive error\n");

exit(1);

}

buf[len++]='\0';

printf("File name requested from client : %s\n",buf);

printf("\nServer has successfully received file");

strcpy(input,buf);

fd=open(input,O\_RDONLY);

cou=read(fd,buf,1000);

//printf("\nbuf = %s",buf);

send(client\_sockfd,buf,cou,0);

printf("\nServer send the content back to the client");

close(client\_sockfd);

}

close(server\_sockfd);

close(fd);

}

// ftp Client

#include <sys/types.h>

#include <sys/socket.h>

#include <stdio.h>

#include <unistd.h>

#include <sys/un.h>

#include <netinet/in.h>

#include <netdb.h>

#define MYPORT 5006

#define MAXBUF 100

int main(int argc,char \*argv[])

{

int sockfd,result,len,re,il=0,ll;

char c,buf[MAXBUF],a[20];

struct sockaddr\_in address;

struct hostent \*he;

if((he = gethostbyname(argv[1])) == NULL)

{

printf("Error..\n");

exit(1);

}

if((sockfd=socket(AF\_INET, SOCK\_STREAM, 0)) == -1)

{

printf("Socket creation error\n");

exit(1);

}

address.sin\_family = AF\_INET;

address.sin\_addr = \*((struct in\_addr\*)he->h\_addr);

address.sin\_port = htons(MYPORT);

bzero(&(address.sin\_zero),8);

printf("Client IP : %s\n",inet\_ntoa(address.sin\_addr));

result = connect(sockfd, (struct sockaddr\*)&address, sizeof(address));

if(result == -1)

{

printf("Connect error.\n");

exit(1);

}

printf("Enter file name : ");

scanf("%s",a);

while(a[il]!='\0')

{

il++;

}

a[il]='\0';

strcpy(buf,a);

result=send(sockfd, buf, il, 0);

if(result == -1)

{

printf("Send error\n");

exit(1);

}

else

ll=0;

printf("\nFile content is below : \n");

while(1)

{

ll=0;

ll=recv(sockfd, buf, sizeof(buf), 0);

if(ll==0)

{

exit(1);

}

buf[ll++]='\0';

printf("%s",buf);

}

close(sockfd);

}

**OUTPUT**

Server : Waiting.....

File name requested from client : test

Server has successfully received file

Server send the content back to the client

Server : Waiting.....

Client IP : 127.0.0.1

Enter file name : test

File content is below :

hello how r u

what is ur name?

**ADVANCED MICROPROCESSORS AND MICROCONTROLLERS**

**PROGRAM : 1**

**AIM:**Program for interchanging the values of two memory locations.

DATA SEGMENT

VALUE1 DB 0Ah

VALUE DB 14h

DATA ENDS

CODE SEGMENT

ASSUME CS:CODE,DS:DATA

MOV AX,DATA

MOV DS, AX

MOV AL, VALUE1

XCHG VALUE2 , AL

MOV VALUE1, AL

INT 21h

CODE ENDS

END

**PROGRAM :2**

**AIM:**find the average of two values stored in memory locations named FIRST and SECOND and puts the results in the memory location AVGE.

DATA SEGMENT

FIRST DB 90h

SECOND DB 78h

AVGE DB ?

DATA ENDS

CODE SEGMENT

ASSUME CS:CODE,DS :DATA

START: MOV AX,DATA

MOV DS,AX

MOV AL,FIRST

ADD AL,SECOND

MOV AH,00h

ADC AH,00h

MOV BL,02h

DIV BL

MOV AVGE ,AL

CODE ENDS

END START

**PROGRAM :3**

**AIM:**convert the ASCII code to its BCD equivalent.

CODE SEGMENT

ASSUME CS:CODE

START: MOV BL,’5’

MOV AL, ‘9’

AND BL,0Fh

AND AL,0Fh

MOV CL,04h

ROL BL,CL

OR AL,BL

CODE ENDS

END START

**PROGRAM :4**

**AIM:**add a byte number from one memory location to a byte from the next memory location and put the sum in the third memory location .also ,save the carry flag in the least significant bit of the fourth memory location.

DATA SEGMENT

NUM1 DB 25h

NUM2 DB 80h

RESULT DB ?

CARRY DB

DATA ENDS

CODE SEGMENT

ASSUME CS:CODE,DS:DATA

START: MOV AX,DATA

MOV DS,AX

MOV AL,NUM1

ADD AL,NUM2

MOV RESULT,AL

RCL AL,01

AND AL,00000001B

MOV CARRY,AL

MOV AH,4CH

INT 21H

CODE ENDS

END START

**PROGRAM :5**

**AIM:**Assume a constant inflation factor that is added to a series of prices stored in the memory. Theprograme copies the new price over the old price. It is assumed that price data is available in BCD forms.

ARRAYS SEGMENT

PRICE DB 36h,55h,27h,42h,38h,41h,29h,39h

ARRAYS ENDS

CODE SEGMENT

ASSUME CS:CODE,DS:ARRAYS

START: MOV AX,ARRAYS

MOV DS,AX

LEA BX,PRICES

MOV CX,0008h

DO\_NEXT: MOV AL,[BX]

ADD AL,0Ah

DAA

MOV [BX],AL

INC BX

DEC CX

JNZ DO\_NEXT

MOV AH,4CH

INT 21H

CODE ENDS

END START

**PROGRAM :6**

**AIM:**program for printing alphabets(A-Z).

CODE SEGMENT

ASSUME:CS:CODE

MAINP: MOV CX,1AH

MOV DL,41H

NEXTC: MOV AH,02H

INT 21H

INC DL

LOOP NEXTC

MOV AX,4C00H

INT 21H

CODE ENDS

END MAINP

**PROGRAM :7**

**AIM:**Program to compare a pair of character entered through keyboard.

DATA SEGMENT

XX DB ?

YY DB ?

DATA ENDS

CODE SEGMENT

ASSUME: CS:CODE,DS:DATA

MAINP: MOV AX,DATA

MOV DS,AX

MOV CX,03H

NEXTP: MOV AH,01H

INT 21H

MOV XX,AL

MOV AH,01H

INT 21H

MOV YY,AL

MOV BH,XX

MOV BL,YY

CMP BH,BL

JNE NOT\_EQUAL

EQUAL: MOV AH,02H

MOV DL,’Y’

INT 21H

JMP CONTINUE

NOT\_EQUAL:MOV AH,02H

MOV DL,’N’

INT 21H

CONTINUE: LOOP NEXT P

MOV AH,4C H

INT 21 H

CODE ENDS

END MAINP

**PROGRAM :8**

**AIM:**Program to find the largest and tha smallest array values.

DATA SEGMENT

ARRAY DW -1,2000,-4000,32767,500,0

LARGE DW ?

SMALL DW ?

DATA ENDS

END

CODE SEGMENT

MOV AX,DATA

MOV DS,AX

MOV DI,OFFSET ARRAY

MOV AX,[DI]

MOV DX,AX

MOV BX,AX

MOV CX,6

A1: MOV AX,[DI]

CMP AX,BX

JGE A2

MOV BX,AX

JMP A3

A2: CMP AX,DX

JLE A3

MOV DX,AX

A3: ADD D1,2

LOOP A1

MOV LARGE,DX

MOV SMALL,BX

MOV AX,4C00h

INT 21h

CODE ENDS

**PROGRAM :9**

**AIM**:Matching two strings of same length stored in memory locations.

DATA SEGMENT

PASSWORD DB ‘FAILSAFE’

DESTSTR DB ‘FEELSAFE’

MESSAGE DB ‘Strings are equal $’

DATA ENDS

CODE SEGMENT

ASSUME:CS:CODE,DS:DATA,ES:DATA

MOV AX,DATA

MOV DS,AX

MOV ES,AX

LEA SI,PASSWORD

LEA DI,DESTSTR

MOV CX,08

CLD

REPE CMPSB

JNE NOTEQUAL

MOV AH,09

MOV DX,OFFSET MESSAGE

INT 21h

NOEQUAL: MOV AX,4C00h

INT 21h

CODE ENDS

END

**PROGRAM :10**

**AIM**:Program to add two five-byte numbers using array.

DATA SEGMENT

NUM1 DB 0FFh, 10h, 01h, 11h, 20h

NUM2 DB 10h, 20h, 30h, 40h, 0FFh

SUM DB 6DUP(0)

DATA ENDS

LEN EQU 05h

CODE SEGMENT

ASSUME CS:CODE,DS:DATA

START: MOV AX,DATA

MOV DS,AX

MOV SI,00

MOV CX,0000

MOV CL,LEN

CLC

AGAIN: MOV AL,NUM1[SI]

ADC AL,NUM2[SI]

MOV SUM[SI],AL

INC SI

LOOP AGAIN

RCL AL,01h

AND AL,01h

MOV SUM[SI],AL

FINISH: MOV AX,4C00h

INT 21h

CODE ENDS END START